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### 201. Bitwise AND of Numbers Range

Medium

Given a range [m, n] where 0 <= m <= n <= 2147483647, return the bitwise AND of all numbers in this range, inclusive.

**Example 1:**

**Input:** [5,7]

**Output:** 4

**Example 2:**

**Input:** [0,1]

**Output:** 0

class Solution **{**

public**:**

int rangeBitwiseAnd**(**int m**,** int n**)** **{**

**}**

**};**

class Solution **{**

public**:**

int rangeBitwiseAnd**(**int m**,** int n**)** **{**

int x **=** 0x40000000**,** res **=** 0**;**

**while** **(**x**)** **{**

**if ((**m **&** x**)** **==** **(**n **&** x**))** res **+=** **(**m **&** x**);**

**else** **break;**

x **>>=** 1**;**

**}**

**return** res**;**

**}**

**};**

### 202. Happy Number

Easy

Write an algorithm to determine if a number is "happy".

A happy number is a number defined by the following process: Starting with any positive integer, replace the number by the sum of the squares of its digits, and repeat the process until the number equals 1 (where it will stay), or it loops endlessly in a cycle which does not include 1. Those numbers for which this process ends in 1 are happy numbers.

**Example:**

**Input:** 19

**Output:** true

**Explanation:**

12 + 92 = 82

82 + 22 = 68

62 + 82 = 100

12 + 02 + 02 = 1

class Solution **{**

public**:**

bool isHappy**(**int n**)** **{**

**}**

**};**

class Solution **{**

public**:**

bool isHappy**(**int n**)** **{**

unordered\_set**<**int**>** My\_set**;**

**while** **(**1**)** **{**

int t **=** 0**;**

**while** **(**n**)** **{**

t **+=** **(**n**%**10**)\*(**n**%**10**);**

n **/=** 10**;**

**}**

**if** **(**t **==** 1**)** **return** **true;**

**else** **if** **(**My\_set**.**count**(**t**))** **return** **false;**

My\_set**.**insert**(**n **=** t**);**

**}**

**return** **true;**

**}**

**};**

### 203. Remove Linked List Elements

Easy

Remove all elements from a linked list of integers that have value ***val***.

**Example:**

**Input:** 1->2->6->3->4->5->6, ***val*** = 6

**Output:** 1->2->3->4->5

/\*\*

\* Definition for singly-linked list.

\* struct ListNode {

\* int val;

\* ListNode \*next;

\* ListNode(int x) : val(x), next(NULL) {}

\* };

\*/

class Solution **{**

public**:**

ListNode**\*** removeElements**(**ListNode**\*** head**,** int val**)** **{**

**}**

**};**

/\*\*

\* Definition for singly-linked list.

\* struct ListNode {

\* int val;

\* ListNode \*next;

\* ListNode(int x) : val(x), next(NULL) {}

\* };

\*/

class Solution **{**

public**:**

ListNode**\*** removeElements**(**ListNode**\*** head**,** int val**)** **{**

**if** **(**head **==** **nullptr)** **return** head**;**

**if** **(**head**->**val **==** val**)** **{**

**return** removeElements**(**head**->**next**,** val**);**

**else** **{**

head**->**next **=** removeElements**(**head**->**next**,** val**);**

**return** head**;**

**}**

**}**

**};**

### 204. Count Primes★★

Easy

Count the number of prime numbers less than a non-negative number, ***n***.

**Example:**

**Input:** 10

**Output:** 4

**Explanation:** There are 4 prime numbers less than 10, they are 2, 3, 5, 7.

class Solution **{**

public**:**

int countPrimes**(**int n**)** **{**

**}**

**};**

class Solution **{**

public**:**

int countPrimes**(**int n**)** **{**

**if** **(**n **<=** 2**)** **return** 0**;**

vector**<**bool**>** v**(**n**,** **false);**

int Sqrt **=** sqrt**(**n**)+**0.5**,** cnt **=** n**/**2**;**

**for** **(**int i **=** 3**;** i **<=** Sqrt**;** i **+=** 2**)** **{**

**for** **(**int j **=** i**\***i**;** j **<** n**;** j **+=** 2**\***i**)** **{**

**if** **(!**v**[**j**])** **{**

v**[**j**]** **=** **true;**

**--**cnt**;**

**}**

**}**

**}**

**return** cnt**;**

**}**

**};**

### 205. Isomorphic Strings

Easy

Given two strings ***s*** and ***t***, determine if they are isomorphic.

Two strings are isomorphic if the characters in ***s*** can be replaced to get ***t***.

All occurrences of a character must be replaced with another character while preserving the order of characters. No two characters may map to the same character but a character may map to itself.

**Example 1:**

**Input:** ***s*** = "egg", ***t =*** "add"

**Output:** true

**Example 2:**

**Input:** ***s*** = "foo", ***t =*** "bar"

**Output:** false

**Example 3:**

**Input:** ***s*** = "paper", ***t =*** "title"

**Output:** true

**Note:**  
You may assume both ***s***and ***t***have the same length.

class Solution **{**

public**:**

bool isIsomorphic**(**string s**,** string t**)** **{**

**}**

**};**

class Solution **{**

public**:**

bool isIsomorphic**(**string s**,** string t**)** **{**

**if (**s**.**length**()** **!=** t**.**length**())** **return** **false;**

vector**<**int**>** a**(**256**,-**1**),** b**(**256**,-**1**);**

int n **=** s**.**length**();**

**for** **(**int i **=** 0**;** i **<** n**;** i**++)** **{**

**if (**a**[**s**[**i**]]** **!=** b**[**t**[**i**]])** **return** **false;**

**else if (**a**[**s**[**i**]]** **==** **-**1**)** a**[**s**[**i**]]** **=** b**[**t**[**i**]]** **=** i**;**

**}**

**return** **true;**

**}**

**};**

### 206. Reverse Linked List

Easy

Reverse a singly linked list.

**Example:**

**Input:** 1->2->3->4->5->NULL

**Output:** 5->4->3->2->1->NULL

**Follow up:**

A linked list can be reversed either iteratively or recursively. Could you implement both?

/\*\*

\* Definition for singly-linked list.

\* struct ListNode {

\* int val;

\* ListNode \*next;

\* ListNode(int x) : val(x), next(NULL) {}

\* };

\*/

class Solution **{**

public**:**

ListNode**\*** reverseList**(**ListNode**\*** head**)** **{**

**}**

**};**

/\*\*

\* Definition for singly-linked list.

\* struct ListNode {

\* int val;

\* ListNode \*next;

\* ListNode(int x) : val(x), next(NULL) {}

\* };

\*/

class Solution **{**

public**:**

ListNode**\*** reverseList**(**ListNode**\*** head**)** **{**

ListNode **\***dummy **=** **new** ListNode**(-**1**),** **\***p**,** **\***t**;**

p **=** head**;**

**while** **(**p**)** **{**

t **=** p**->**next**;**

p**->**next **=** dummy**->**next**;**

dummy**->**next **=** p**;**

p **=** t**;**

**}**

**return** dummy**->**next**;**

**}**

**};**

### 207. Course Schedule

Medium

There are a total of *n* courses you have to take, labeled from 0 to n-1.

Some courses may have prerequisites, for example to take course 0 you have to first take course 1, which is expressed as a pair: [0,1]

Given the total number of courses and a list of prerequisite **pairs**, is it possible for you to finish all courses?

**Example 1:**

**Input:** 2, [[1,0]]

**Output:** true

**Explanation:** There are a total of 2 courses to take.

  To take course 1 you should have finished course 0. So it is possible.

**Example 2:**

**Input:** 2, [[1,0],[0,1]]

**Output:** false

**Explanation:** There are a total of 2 courses to take.

  To take course 1 you should have finished course 0, and to take course 0 you should

  also have finished course 1. So it is impossible.

**Note:**

1. The input prerequisites is a graph represented by **a list of edges**, not adjacency matrices. Read more about [how a graph is represented](https://www.khanacademy.org/computing/computer-science/algorithms/graph-representation/a/representing-graphs).
2. You may assume that there are no duplicate edges in the input prerequisites.

class Solution **{**

public**:**

bool canFinish**(**int numCourses**,** vector**<**pair**<**int**,** int**>>&** prerequisites**)** **{**

**}**

**};**

class Solution {

public:

    bool canFinish(int numCourses, vector<vector<int>>& prerequisites){

        vector<vector<int>> v(numCourses);

        vector<int> visited(numCourses, 0);

        for (auto &i : prerequisites) {

            v[i[0]].push\_back(i[1]);

        }

        for (int i = 0; i < numCourses; i++) {

            if (visited[i] == 0) {

               if (!dfs(i, visited, v)) return false;

            }

        }

        return true;

    }

private:

    bool dfs(int cur, vector<int> &visited, vector<vector<int>> &v) {

        visited[cur] = -1;

        for (auto &j : v[cur]) {

            if (visited[j] == -1) return false;

            else if (!visited[j] && !dfs(j, visited, v)) return false;

        }

        visited[cur] = 1;

        return true;

    }

};

### 208. Implement Trie (Prefix Tree) ★★

Medium

Implement a trie with insert, search, and startsWith methods.

**Example:**

Trie trie = new Trie();

trie.insert("apple");

trie.search("apple"); // returns true

trie.search("app"); // returns false

trie.startsWith("app"); // returns true

trie.insert("app");

trie.search("app"); // returns true

**Note:**

* You may assume that all inputs are consist of lowercase letters a-z.
* All inputs are guaranteed to be non-empty strings.

class Trie **{**

public**:**

Trie**()** **{}**

void insert**(**string word**)** **{**

Trie **\***node **=** **this;**

**for** **(**char c **:** word**)** **{**

**if** **(!**node**->**next**.**count**(**c**))** **{**node**->**next**[**c**]** **=** **new** Trie**();}**

node **=** node**->**next**[**c**];**

**}**

node**->**isword **=** **true;**

**}**

bool search**(**string word**)** **{**

Trie **\***node **=** **this;**

**for** **(**char c **:** word**)** **{**

**if** **(!**node**->**next**.**count**(**c**))** **return** **false;**

node **=** node**->**next**[**c**];**

**}**

**return** node**->**isword**;**

**}**

bool startsWith**(**string prefix**)** **{**

Trie **\***node **=** **this;**

**for** **(**auto c **:** prefix**)** **{**

**if** **(!**node**->**next**.**count**(**c**))** **return** **false;**

node **=** node**->**next**[**c**];**

**}**

**return** **true;**

**}**

private**:**

unordered\_map**<**char**,** Trie**\*>** next**;**

bool isword **=** **false;**

**};**

### 209. Minimum Size Subarray Sum

Medium

Given an array of **n** positive integers and a positive integer **s**, find the minimal length of a **contiguous** subarray of which the sum ≥ **s**. If there isn't one, return 0 instead.

**Example:**

**Input:** s = 7, nums = [2,3,1,2,4,3]

**Output:** 2

**Explanation:** the subarray [4,3] has the minimal length under the problem constraint.

**Follow up:**

If you have figured out the *O*(*n*) solution, try coding another solution of which the time complexity is *O*(*n* log *n*).

class Solution **{**

public**:**

int minSubArrayLen**(**int s**,** vector**<**int**>&** nums**)** **{**

**}**

**};**

class Solution {

public:

    int minSubArrayLen(int s, vector<int>& nums) {

        int n = nums.size();

        int ans = INT\_MAX;

        int left = 0;

        int sum = 0;

        for (int i = 0; i < n; i++) {

            sum += nums[i];

            while (sum >= s) {

                ans = min(ans, i + 1 - left);

                sum -= nums[left++];

            }

        }

        return (ans != INT\_MAX) ? ans : 0;

    }

};

///////////////O(nlogn)/////////////

class Solution {

public:

    int minSubArrayLen(int s, vector<int>& nums) {

        vector<int> sums{0};

        partial\_sum(nums.begin(), nums.end(), back\_inserter(sums));

        int n = sums.size(), len = INT\_MAX;

        for (int i = n-1; i >= 0 && sums[i] >= s; --i) {

            int j = upper\_bound(sums.begin(),sums.begin()+i,sums[i]-s)

  - sums.begin();

            len = min(len, i-j+1);

        }

        return len == INT\_MAX ? 0 : len;

    }

};

### 210. Course Schedule II

Medium

There are a total of *n* courses you have to take, labeled from 0 to n-1.

Some courses may have prerequisites, for example to take course 0 you have to first take course 1, which is expressed as a pair: [0,1]

Given the total number of courses and a list of prerequisite **pairs**, return the ordering of courses you should take to finish all courses.

There may be multiple correct orders, you just need to return one of them. If it is impossible to finish all courses, return an empty array.

**Example 1:**

**Input:** 2, [[1,0]]

**Output:** [0,1]

**Explanation:** There are a total of 2 courses to take. To take course 1 you should have finished

  course 0. So the correct course order is [0,1] .

**Example 2:**

**Input:** 4, [[1,0],[2,0],[3,1],[3,2]]

**Output:** [0,1,2,3] or [0,2,1,3]

**Explanation:** There are a total of 4 courses to take. To take course 3 you should have finished both

courses 1 and 2. Both courses 1 and 2 should be taken after you finished course 0.

  So one correct course order is [0,1,2,3]. Another correct ordering is [0,2,1,3] .

**Note:**

1. The input prerequisites is a graph represented by **a list of edges**, not adjacency matrices. Read more about [how a graph is represented](https://www.khanacademy.org/computing/computer-science/algorithms/graph-representation/a/representing-graphs).
2. You may assume that there are no duplicate edges in the input prerequisites.

class Solution **{**

public**:**

vector**<**int**>** findOrder**(**int numCourses**,** vector**<**vector**<**int**>>** **&**pres**)** **{**

visited**.**resize**(**numCourses**,** 0**);**

v**.**resize**(**numCourses**);**

**for** **(**auto **&**i **:** pres**)** v**[**i**[**0**]].**push\_back**(**i**[**1**]);**

**for** **(**int i **=** 0**;** i **<** numCourses**;** i**++)** **{**

**if** **(!**visited**[**i**]** **&&** **!**dfs**(**i**))**

**return** vector**<**int**>** **();**

**}**

**return** path**;**

**}**

private**:**

vector**<**int**>** path**,** visited**;**

vector**<**vector**<**int**>>** v**;**

bool dfs**(**int i**)** **{**

visited**[**i**]** **=** **-**1**;**

**for** **(**auto **&**j **:** v**[**i**])** **{**

**if** **(**visited**[**j**]** **==** **-**1**)** **return** **false;**

**else** **if** **(!**visited**[**j**]** **&&** **!**dfs**(**j**))** **return** **false;**

**}**

path**.**push\_back**(**i**);**

visited**[**i**]** **=** 1**;**

**return** **true;**

**}**

**};**

### 211. Add and Search WordData structure design★★

Design a data structure that supports the following two operations:

void addWord(word)

bool search(word)

search(word) can search a literal word or a regular expression string containing only letters a-z or .. A . means it can represent any one letter.

**Example:**

addWord("bad")

addWord("dad")

addWord("mad")

search("pad") -> false

search("bad") -> true

search(".ad") -> true

search("b..") -> true

**Note:**  
You may assume that all words are consist of lowercase letters a-z.

class WordDictionary {

public:

    WordDictionary() {}

    void addWord(string word) {

        WordDictionary \*node = this;

        for (char c : word) {

            if (!node->next.count(c)) {

                node->next[c] = new WordDictionary();

            }

            node = node->next[c];

        }

        node->isword = true;

    }

    bool search(string word) {

        return search(word, 0, word.length(), this);

    }

    bool search(const string &word,int cur,int n,WordDictionary \*node){

        for (int i = cur; i < n; i++) {

            char c = word[i];

            if (c == '.') {

                for (auto [cc, p] : node->next) {

                    if (search(word, i+1, n, p)) return true;

                }

                return false;

            }

            else if (!node->next.count(c))  return false;

            node = node->next[c];

        }

        return node->isword;

    }

private:

    unordered\_map<char, WordDictionary\*> next;

    bool isword = false;

};

### 212. Word Search II★★

Hard

Given a 2D board and a list of words from the dictionary, find all words in the board.

Each word must be constructed from letters of sequentially adjacent cell, where "adjacent" cells are those horizontally or vertically neighboring. The same letter cell may not be used more than once in a word.

**Example:**

**Input:**

**words** = ["oath","pea","eat","rain"] and **board** =

[

['o','a','a','n'],

['e','t','a','e'],

['i','h','k','r'],

['i','f','l','v']

]

**Output:**["eat","oath"]

**Note:**  
You may assume that all inputs are consist of lowercase letters a-z.

//////////////////////注意本题我用了两个class//////////////////////

class Trie **{**

friend class Solution**;**

public**:**

Trie**()** **{}**

void insert**(**string word**)** **{**

Trie **\***node **=** **this;**

**for** **(**char c **:** word**)** **{**

**if** **(!**node**->**next**.**count**(**c**))** **{**node**->**next**[**c**]** **=** **new** Trie**();}**

node **=** node**->**next**[**c**];**

**}**

node**->**isword **=** **true;**

**}**

Trie**\*** search**(**char c**)** **{**

Trie **\***node **=** **this;**

**if** **(!**node**->**next**.**count**(**c**))** **return** **nullptr;**

**else** **return** node**->**next**[**c**];**

**}**

private**:**

unordered\_map**<**char**,** Trie**\*>** next**;**

bool isword **=** **false;**

**};**

class Solution **{**

public**:**

vector**<**string**>** findWords**(**vector**<**vector**<**char**>>&** board**,**

vector**<**string**>&** words**)** **{**

n **=** board**.**size**(),** m **=** board**[**0**].**size**();**

visited**.**resize**(**n**,** vector**<**bool**>(**m**,** **false));**

Trie **\***node **=** **new** Trie**();**

**for** **(**auto i **:** words**)** node**->**insert**(**i**);**

**for** **(**int i **=** 0**;** i **<** n**;** i**++)** **{**

**for** **(**int j **=** 0**;** j **<** m**;** j**++)** **{**

string s**;**

dfs**(**i**,** j**,** s**,** node**,** board**);**

**}**

**}**

vector**<**string**>** res**;**

**for** **(**auto **&**i **:** My\_set**)** res**.**push\_back**(**i**);**

**return** res**;**

**}**

private**:**

int n**,** m**;**

unordered\_set**<**string**>** My\_set**;**

vector**<**vector**<**bool**>>** visited**;**

void dfs**(**int i**,**int j**,** string s**,** Trie **\***node**,** vector**<**vector**<**char**>>** **&**board**){**

**if** **(**i **<** 0 **||** i **>=** n **||** j **<** 0 **||** j **>=** m**)** **return;**

**else** **if** **(**visited**[**i**][**j**])** **return;**

visited**[**i**][**j**]** **=** **true;**

char c **=** board**[**i**][**j**];**

s **+=** c**;**

**if** **(!(**node **=** node**->**search**(**c**)))** **{**

visited**[**i**][**j**]** **=** **false;**

**return;**

**}** **else** **if** **(**node**->**isword**)** **{**

My\_set**.**insert**(**s**);**

**}**

dfs**(**i**+**1**,** j**,** s**,** node**,** board**);**

dfs**(**i**-**1**,** j**,** s**,** node**,** board**);**

dfs**(**i**,** j**+**1**,** s**,** node**,** board**);**

dfs**(**i**,** j**-**1**,** s**,** node**,** board**);**

visited**[**i**][**j**]** **=** **false;**

**}**

**};**

### 213. House Robber II

Medium

You are a professional robber planning to rob houses along a street. Each house has a certain amount of money stashed. All houses at this place are **arranged in a circle.** That means the first house is the neighbor of the last one. Meanwhile, adjacent houses have security system connected and **it will automatically contact the police if two adjacent houses were broken into on the same night**.

Given a list of non-negative integers representing the amount of money of each house, determine the maximum amount of money you can rob tonight **without alerting the police**.

**Example 1:**

**Input:** [2,3,2]

**Output:** 3

**Explanation:** You cannot rob house 1 (money = 2) and then rob house 3 (money = 2),

  because they are adjacent houses.

**Example 2:**

**Input:** [1,2,3,1]

**Output:** 4

**Explanation:** Rob house 1 (money = 1) and then rob house 3 (money = 3).

  Total amount you can rob = 1 + 3 = 4.

class Solution **{**

public**:**

int rob**(**vector**<**int**>&** nums**)** **{**

**}**

**};**

class Solution **{**

public**:**

int rob**(**vector**<**int**>&** nums**)** **{**

int n **=** nums**.**size**();**

**if** **(**n **<** 2**)** **return** n **?** nums**[**0**]** **:** 0**;**

**return** max**(**rob**(**nums**,** 0**,** n **-** 1**),** rob**(**nums**,** 1**,** n**));**

**}**

private**:**

int rob**(**vector**<**int**>&** nums**,** int l**,** int r**)** **{**

int pre **=** 0**,** cur **=** 0**;**

**for** **(**int i **=** l**;** i **<** r**;** i**++)** **{**

int temp **=** max**(**pre **+** nums**[**i**],** cur**);**

pre **=** cur**;**

cur **=** temp**;**

**}**

**return** cur**;**

**}**

**};**

### 214. Shortest Palindrome★★

Hard

Given a string ***s***, you are allowed to convert it to a palindrome by adding characters in front of it. Find and return the shortest palindrome you can find by performing this transformation.

**Example 1:**

**Input:** "aacecaaa"

**Output:** "aaacecaaa"

**Example 2:**

**Input:** "abcd"

**Output:** "dcbabcd"

//////////////////////O(n^2)/////////////////////////////

class Solution **{**

public**:**

string shortestPalindrome**(**string s**)** **{**

int n **=** s**.**size**();**

string rev**(**s**);**

reverse**(**rev**.**begin**(),** rev**.**end**());**

**for** **(**int i **=** 0**;** i **<** n**;** i**++)** **{**

**if** **(**s**.**substr**(**0**,** n **-** i**)** **==** rev**.**substr**(**i**))**

**return** rev**.**substr**(**0**,** i**)** **+** s**;**

**}**

**return** ""**;**

**}**

**};**

//////////////////////////O（n）///////////////////////

class Solution **{**

public**:**

string shortestPalindrome**(**string s**)** **{**

string rev**(**s**);**

reverse**(**rev**.**begin**(),** rev**.**end**());**

string str **=** s **+** "#" **+** rev**;**

int n **=** str**.**size**();**

vector**<**int**>** f**(**n**,** 0**);**

**for** **(**int i **=** 1**,** len **=** 0**;** i **<** n**;)** **{**

**if** **(**str**[**i**]** **==** str**[**len**])** f**[**i**++]** **=** **++**len**;**

**else** **if** **(**len**)** len **=** f**[**len **-** 1**];**

**else** f**[**i**++]** **=** 0**;**

**}**

**return** rev**.**substr**(**0**,** s**.**length**()-** f**[**n **-** 1**])** **+** s**;**

**}**

**}**

### 215. Kth Largest Element in an Array★★

Medium

Find the **k**th largest element in an unsorted array. Note that it is the kth largest element in the sorted order, not the kth distinct element.

**Example 1:**

**Input:** [3,2,1,5,6,4] and k = 2

**Output:** 5

**Example 2:**

**Input:** [3,2,3,1,2,4,5,5,6] and k = 4

**Output:** 4

**Note:**   
You may assume k is always valid, 1 ≤ k ≤ array's length.

class Solution **{**

public**:**

int findKthLargest**(**vector**<**int**>&** nums**,** int k**)** **{**

**}**

**};**

class Solution {

public:

    int findKthLargest(vector<int>& nums, int k) {

        int left = 0, right = nums.size() - 1;

        while (1) {

            int idx = partition(nums, left, right);

            if (idx == k-1)  break;

            if (idx < k-1) left = idx + 1;

            else right = idx - 1;

        }

        return nums[k-1];

    }

private:

//先right动， 再left动

    int partition(vector<int>& nums, int left, int right) {

        int pivot = nums[left], l = left, r = right;

        while (l < r) {

            while (l < r && nums[r] <= pivot)  r--;

            nums[l] = nums[r];

            while (l < r && nums[l] >= pivot)  l++;

            nums[r] = nums[l];

        }

        nums[l] = pivot;

        return l;

    }

};

### 216. Combination Sum III

Medium

Find all possible combinations of ***k*** numbers that add up to a number ***n***, given that only numbers from 1 to 9 can be used and each combination should be a unique set of numbers.

**Note:**

* All numbers will be positive integers.
* The solution set must not contain duplicate combinations.

**Example 1:**

**Input:** ***k*** = 3, ***n*** = 7

**Output:** [[1,2,4]]

**Example 2:**

**Input:** ***k*** = 3, ***n*** = 9

**Output:** [[1,2,6], [1,3,5], [2,3,4]]

class Solution **{**

public**:**

vector**<**vector**<**int**>>** combinationSum3**(**int k**,** int n**)** **{**

**}**

**};**

class Solution **{**

public**:**

vector**<**vector**<**int**>>** combinationSum3**(**int k**,** int n**)** **{**

vector**<**int**>** path**;**

vector**<**vector**<**int**>>** res**;**

dfs**(**1**,** 0**,** k**,** n**,** path**,** res**);**

**return** res**;**

**}**

private**:**

void dfs**(**int i**,** int cur**,** int k**,** int n**,** vector**<**int**>** **&**path**,** vector**<**vector**<**int**>>** **&**res**)** **{**

**if** **(**cur **==** k **&&** n **==** 0**)** **{**

res**.**push\_back**(**path**);**

**return;**

**}**

**for** **(**int j **=** i**;** j **<=** 9 **&&** n**-**j **>=** 0**;** j**++)** **{**

path**.**push\_back**(**j**);**

dfs**(**j**+**1**,** cur**+**1**,** k**,** n**-**j**,** path**,** res**);**

path**.**pop\_back**();**

**}**

**}**

**};**

### 217. Contains Duplicate

Easy

Given an array of integers, find if the array contains any duplicates.

Your function should return true if any value appears at least twice in the array, and it should return false if every element is distinct.

**Example 1:**

**Input:** [1,2,3,1]

**Output:** true

**Example 2:**

**Input:** [1,2,3,4]

**Output:** false

**Example 3:**

**Input:** [1,1,1,3,3,4,3,2,4,2]

**Output:** true

class Solution **{**

public**:**

bool containsDuplicate**(**vector**<**int**>&** nums**)** **{**

**}**

**};**

class Solution **{**

public**:**

bool containsDuplicate**(**vector**<**int**>&** nums**)** **{**

unordered\_set**<**int**>** My\_set**;**

**for** **(**auto **&**i**:** nums**)** **{**

**if** **(**My\_set**.**count**(**i**))** **return** **true;**

**else** My\_set**.**insert**(**i**);**

**}**

**return** **false;**

**}**

**};**

### 218. The Skyline Problem★★

Hard

A city's skyline is the outer contour of the silhouette formed by all the buildings in that city when viewed from a distance. Now suppose you are **given the locations and height of all the buildings** as shown on a cityscape photo (Figure A), write a program to **output the skyline** formed by these buildings collectively (Figure B).
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The geometric information of each building is represented by a triplet of integers [Li, Ri, Hi], where Li and Ri are the x coordinates of the left and right edge of the ith building, respectively, and Hi is its height. It is guaranteed that 0 ≤ Li, Ri ≤ INT\_MAX, 0 < Hi ≤ INT\_MAX, and Ri - Li > 0. You may assume all buildings are perfect rectangles grounded on an absolutely flat surface at height 0.

For instance, the dimensions of all buildings in Figure A are recorded as: [ [2 9 10], [3 7 15], [5 12 12], [15 20 10], [19 24 8] ] .

The output is a list of "**key points**" (red dots in Figure B) in the format of [ [x1,y1], [x2, y2], [x3, y3], ... ] that uniquely defines a skyline. **A key point is the left endpoint of a horizontal line segment**. Note that the last key point, where the rightmost building ends, is merely used to mark the termination of the skyline, and always has zero height. Also, the ground in between any two adjacent buildings should be considered part of the skyline contour.

For instance, the skyline in Figure B should be represented as:[ [2 10], [3 15], [7 12], [12 0], [15 10], [20 8], [24, 0] ].

**Notes:**

* The number of buildings in any input list is guaranteed to be in the range [0, 10000].
* The input list is already sorted in ascending order by the left x position Li.
* The output list must be sorted by the x position.
* There must be no consecutive horizontal lines of equal height in the output skyline. For instance, [...[2 3], [4 5], [7 5], [11 5], [12 7]...] is not acceptable; the three lines of height 5 should be merged into one in the final output as such: [...[2 3], [4 5], [12 7], ...]

class Solution **{**

public**:**

vector**<**vector**<**int**>>** getSkyline**(**vector**<**vector**<**int**>>&** buildings**)** **{**

vector**<**pair**<**int**,** int**>>** edges**;**

**for(**const auto **&**v **:** buildings**)** **{**

edges**.**push\_back**(**make\_pair**(**v**[**0**],** **-**v**[**2**]));**

edges**.**push\_back**(**make\_pair**(**v**[**1**],** v**[**2**]));**

**}**

sort**(**edges**.**begin**(),** edges**.**end**());**

vector**<**vector**<**int**>>** res**;**

multiset**<**int**>** My\_set**{**0**};**

int pre\_top **=** 0**;**

**for (**const auto **&**e **:** edges**){**

**if** **(**e**.**second **<** 0**)** My\_set**.**insert**(-**e**.**second**);**

**else** My\_set**.**erase**(**My\_set**.**find**(**e**.**second**));**

int cur\_top **=** **\*(**My\_set**.**rbegin**());**

**if** **(**cur\_top **!=** pre\_top**){**

res**.**push\_back**({**e**.**first**,** pre\_top **=** cur\_top**});**

**}**

**}**

**return** res**;**

**}**

**};**

### 219. Contains Duplicate II

Easy

Given an array of integers and an integer *k*, find out whether there are two distinct indices *i* and *j* in the array such that **nums[i] = nums[j]** and the **absolute** difference between *i* and *j* is at most *k*.

**Example 1:**

**Input:** nums = [1,2,3,1], k = 3

**Output:** true

**Example 2:**

**Input:** nums = [1,0,1,1], k = 1

**Output:** true

**Example 3:**

**Input:** nums = [1,2,3,1,2,3], k = 2

**Output:** false

class Solution **{**

public**:**

bool containsNearbyDuplicate**(**vector**<**int**>&** nums**,** int k**)** **{**

**}**

**};**

class Solution **{**

public**:**

bool containsNearbyDuplicate**(**vector**<**int**>&** nums**,** int k**)** **{**

unordered\_set**<**int**>** My\_set**;**

**for** **(**int i **=** 0**;** i **<** nums**.**size**();** i**++){**

**if** **(**My\_set**.**count**(**nums**[**i**]))** **return** **true;**

My\_set**.**insert**(**nums**[**i**]);**

**if (**i **>=** k**)** My\_set**.**erase**(**nums**[**i**-**k**]);**

**}**

**return** **false;**

**}**

**};**

### 220. Contains Duplicate III★★

Medium

Given an array of integers, find out whether there are two distinct indices *i* and *j* in the array such that the **absolute** difference between **nums[i]** and **nums[j]** is at most *t* and the **absolute** difference between *i* and *j* is at most *k*.

**Example 1:**

**Input:** nums = [1,2,3,1], k = 3, t = 0

**Output:** true

**Example 2:**

**Input:** nums = [1,0,1,1], k = 1, t = 2

**Output:** true

**Example 3:**

**Input:** nums = [1,5,9,1,5,9], k = 2, t = 3

**Output:** false

class Solution **{**

public**:**

bool containsNearbyAlmostDuplicate**(**vector**<**int**>&** nums**,** int k**,** int t**)** **{**

**}**

**};**

class Solution **{**

public**:**

bool containsNearbyAlmostDuplicate**(**vector**<**int**>&** nums**,** int k**,** int t**)** **{**

set**<**long long**>** My\_set**;**

**for** **(**int i **=** 0**;** i **<** nums**.**size**();** i**++){**

auto pos **=** My\_set**.**lower\_bound**((**long long**)(**nums**[**i**])-**t**);**

**if (**pos **!=** My\_set**.**end**()** **&&** **\***pos **- (**long long**)(**nums**[**i**])** **<=** t**) {**

**return** **true;**

**}**

My\_set**.**insert**(**nums**[**i**]);**

**if** **(**i **>=** k**)** My\_set**.**erase**(**nums**[**i**-**k**]);**

**}**

**return** **false;**

**}**

**};**

### 221. Maximal Square★★

Medium

Given a 2D binary matrix filled with 0's and 1's, find the largest square containing only 1's and return its area.

**Example:**

**Input:**

1 0 1 0 0

1 0 1 1 1

1 1 1 1 1

1 0 0 1 0

**Output:** 4

class Solution **{**

public**:**

int maximalSquare**(**vector**<**vector**<**char**>>&** matrix**)** **{**

**}**

**};**

class Solution **{**

public**:**

int maximalSquare**(**vector**<**vector**<**char**>>&** matrix**)** **{**

**if** **(**matrix**.**empty**())** **return** 0**;**

int n **=** matrix**.**size**(),** m **=** matrix**[**0**].**size**(),** res **=** 0**;**

vector**<**vector**<**int**>>** dp**(**2**,** vector**<**int**>(**m**,** 0**));**

int k **=** 0**;**

**for** **(**int i **=** 0**;** i **<** n**;** **++**i**)** **{**

**for** **(**int j **=** 0**;** j **<** m**;** **++**j**)** **{**

**if** **(**matrix**[**i**][**j**]** **==** '0'**)** dp**[**k**][**j**]** **=** 0**;**

**else** **if** **(!**i **||** **!**j**)** dp**[**k**][**j**]** **=** 1**;**

**else** dp**[**k**][**j**]** **=** 1 **+** min**({**dp**[**k**][**j**-**1**],** dp**[**k**^**1**][**j**],** dp**[**k**^**1**][**j**-**1**]});**

res **=** max**(**res**,** dp**[**k**][**j**]);**

**}**

k **^=** 1**;**

**}**

**return** res**\***res**;**

**}**

**};**

### 222. Count Complete Tree Nodes★★

Medium

Given a **complete** binary tree, count the number of nodes.

**Note:**

**Definition of a complete binary tree from** [**Wikipedia**](http://en.wikipedia.org/wiki/Binary_tree#Types_of_binary_trees)**:**  
In a complete binary tree every level, except possibly the last, is completely filled, and all nodes in the last level are as far left as possible. It can have between 1 and 2h nodes inclusive at the last level h.

**Example:**

**Input:**

1

/ \

2 3

/ \ /

4 5 6

**Output:** 6

/\*\*

\* Definition for a binary tree node.

\* struct TreeNode {

\* int val;

\* TreeNode \*left;

\* TreeNode \*right;

\* TreeNode(int x) : val(x), left(NULL), right(NULL) {}

\* };

\*/

class Solution **{**

public**:**

int countNodes**(**TreeNode**\*** root**)** **{**

**}**

**};**

/\*\*

\* Definition for a binary tree node.

\* struct TreeNode {

\* int val;

\* TreeNode \*left;

\* TreeNode \*right;

\* TreeNode(int x) : val(x), left(NULL), right(NULL) {}

\* };

\*/

class Solution **{**

public**:**

int countNodes**(**TreeNode**\*** root**)** **{**

**if** **(!**root**)** **return** 0**;**

int hl **=** 0**,** hr **=** 0**;**

TreeNode **\***l **=** root**,** **\***r **=** root**;**

**while(**l**)** **{**hl**++;** l **=** l**->**left**;}**

**while(**r**)** **{**hr**++;** r **=** r**->**right**;}**

**if (**hl **==** hr**)** **return** **(**1 **<<** hl**)** **-** 1**;**

**return** 1 **+** countNodes**(**root**->**left**)** **+** countNodes**(**root**->**right**);**

**}**

**};**

### 223. Rectangle Area

Medium

Find the total area covered by two **rectilinear** rectangles in a **2D** plane.

Each rectangle is defined by its bottom left corner and top right corner as shown in the figure.

![Rectangle Area](data:image/png;base64,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)

**Example:**

**Input:** A = -3, B = 0, C = 3, D = 4, E = 0, F = -1, G = 9, H = 2

**Output:** 45

**Note:**

Assume that the total area is never beyond the maximum possible value of **int**.

class Solution **{**

public**:**

int computeArea**(**int A**,** int B**,** int C**,** int D**,** int E**,** int F**,** int G**,** int H**)** **{**

**}**

**};**

class Solution **{**

public**:**

int computeArea**(**int A**,** int B**,** int C**,** int D**,** int E**,** int F**,** int G**,** int H**)** **{**

int sum **=** **(**C **-** A**)** **\*** **(**D **-** B**)** **+** **(**H **-** F**)** **\*** **(**G **-** E**);**

**if** **(**E **>=** C **||** F **>=** D **||** B **>=** H **||** A **>=** G**)** **return** sum**;**

**return** sum **-** **((**min**(**G**,** C**)** **-** max**(**A**,** E**))** **\*** **(**min**(**D**,** H**)** **-** max**(**B**,** F**)));**

**}**

**};**

### 224. Basic Calculator

Hard

Implement a basic calculator to evaluate a simple expression string.

The expression string may contain open ( and closing parentheses ), the plus + or minus sign -, **non-negative** integers and empty spaces .

**Example 1:**

**Input:** "1 + 1"

**Output:** 2

**Example 2:**

**Input:** " 2-1 + 2 "

**Output:** 3

**Example 3:**

**Input:** "(1+(4+5+2)-3)+(6+8)"

**Output:** 23

**Note:**

* You may assume that the given expression is always valid.
* **Do not** use the eval built-in library function.

class Solution **{**

public**:**

int calculate**(**string s**)** **{** //加强版考虑 + - \* /

s **=** '(' **+** s **+** ')'**;**

stack**<**long**>** digit**;**

stack**<**char**>** punct**;**

int i **=** 0**,** n **=** s**.**length**();**

**while** **(**i **<** n**)** **{**

**if** **(**isspace**(**s**[**i**]))** i**++;**

**else** **if** **(**isdigit**(**s**[**i**]))** **{**

long temp **=** 0**;**

**while** **(**isdigit**(**s**[**i**]))** **{**

temp **=** temp**\***10 **+** s**[**i**++]-**'0'**;**

**}**

digit**.**push**(**temp**);**

**}else** **if** **(**s**[**i**]** **==** '('**)** **{**

punct**.**push**(**s**[**i**++]);**

**}else** **if** **(**s**[**i**]** **==** ')'**)** **{**

char c**;**

**while** **((**c **=** punct**.**top**())** **!=** '('**)** **{**

punct**.**pop**();**

digit**.**push**(**fun**(**digit**,** c**));**

**}**

punct**.**pop**();**

i**++;**

**}else** **if** **(**s**[**i**]** **==** '\*' **||** s**[**i**]** **==** '/'**)** **{**

char c**;**

**while** **(!**punct**.**empty**()** **&&** **(**c **=** punct**.**top**())** **!=** '('

**&&** c **!=** '+' **&&** c **!=** '-'**)** **{**

punct**.**pop**();**

digit**.**push**(**fun**(**digit**,** c**));**

**}**

punct**.**push**(**s**[**i**++]);**

**}else** **{**

char c**;**

**while** **(!**punct**.**empty**()** **&&** **(**c **=** punct**.**top**())** **!=** '('**)** **{**

punct**.**pop**();**

digit**.**push**(**fun**(**digit**,** c**));**

**}**

punct**.**push**(**s**[**i**++]);**

**}**

**}**

**return** digit**.**top**();**

**}**

private**:**

long fun**(**stack**<**long**>** **&**digit**,** char c**)** **{**

long b **=** digit**.**top**();** digit**.**pop**();**

long a **=** digit**.**top**();** digit**.**pop**();**

**switch** **(**c**)** **{**

**case** '+' **:** **return** a**+**b**;**

**case** '-' **:** **return** a**-**b**;**

**case** '\*' **:** **return** a**\***b**;**

**case** '/' **:** **return** a**/**b**;**

**}**

**return** **-**1**;**

**}**

**};**

### 225. Implement Stack using Queues

Easy

Implement the following operations of a stack using queues.

* push(x) -- Push element x onto stack.
* pop() -- Removes the element on top of the stack.
* top() -- Get the top element.
* empty() -- Return whether the stack is empty.

**Example:**

MyStack stack = new MyStack();

stack.push(1);

stack.push(2);

stack.top(); // returns 2

stack.pop(); // returns 2

stack.empty(); // returns false

**Notes:**

* You must use *only* standard operations of a queue -- which means only push to back, peek/pop from front, size, and is empty operations are valid.
* Depending on your language, queue may not be supported natively. You may simulate a queue by using a list or deque (double-ended queue), as long as you use only standard operations of a queue.
* You may assume that all operations are valid (for example, no pop or top operations will be called on an empty stack).

class MyStack **{**

public**:**

queue**<**int**>** q**;**

MyStack**()** **{}**

void push**(**int x**)** **{**

int sz **=** q**.**size**();**

q**.**push**(**x**);**

**while** **(**sz**--)** **{**

q**.**push**(**q**.**front**());**

q**.**pop**();**

**}**

**}**

int pop**()** **{**

int t **=** q**.**front**();**

q**.**pop**();**

**return** t**;**

**}**

int top**()** **{**

**return** q**.**front**();**

**}**

bool empty**()** **{**

**return** q**.**empty**();**

**}**

**};**

### 226. Invert Binary Tree

Easy

Invert a binary tree.

**Example:**

Input:

4

/ \

2 7

/ \ / \

1 3 6 9

Output:

4

/ \

7 2

/ \ / \

9 6 3 1

**Trivia:**  
This problem was inspired by [this original tweet](https://twitter.com/mxcl/status/608682016205344768) by [Max Howell](https://twitter.com/mxcl):

Google: 90% of our engineers use the software you wrote (Homebrew), but you can’t invert a binary tree on a whiteboard so f\*\*\* off.

class Solution **{**

public**:**

TreeNode**\*** invertTree**(**TreeNode**\*** root**)** **{**

**}**

**};**

class Solution **{**

public**:**

TreeNode**\*** invertTree**(**TreeNode**\*** root**)** **{**

**if** **(**root **==** **nullptr)** **return** **nullptr;**

swap**(**root**->**left**,** root**->**right**);**

invertTree**(**root**->**left**);**

invertTree**(**root**->**right**);**

**return** root**;**

**}**

**};**

### 227. Basic Calculator II★★

Medium

Implement a basic calculator to evaluate a simple expression string.

The expression string contains only **non-negative** integers, +, -, \*, / operators and empty spaces . The integer division should truncate toward zero.

**Example 1:**

**Input:** "3+2\*2"

**Output:** 7

**Example 2:**

**Input:** " 3/2 "

**Output:** 1

**Example 3:**

**Input:** " 3+5 / 2 "

**Output:** 5

**Note:**

* You may assume that the given expression is always valid.
* **Do not** use the eval built-in library function.

class Solution **{**

public**:**

int calculate**(**string s**)** **{**

**}**

**};**

class Solution **{**

public**:**

int calculate**(**string s**)** **{**

stringstream ss**(**"+" **+** s**);**

char op**;**

int n**,** last**,** ans **=** 0**;**

**while** **(**ss **>>** op **>>** n**)** **{**

**if** **(**op **==** '+' **||** op **==** '-'**)** **{**

n **=** op **==** '+' **?** n **:** **-**n**;**

ans **+=** n**;**

**}** **else** **{**

n **=** op **==** '\*' **?** last **\*** n **:** last **/** n**;**

ans **=** ans **-** last **+** n**;**

// simulate a stack by recovering last values

**}**

last **=** n**;**

**}**

**return** ans**;**

**}**

**};**

### 228. Summary Ranges

Medium

Given a sorted integer array without duplicates, return the summary of its ranges.

**Example 1:**

**Input:** [0,1,2,4,5,7]

**Output:** ["0->2","4->5","7"]

**Explanation:** 0,1,2 form a continuous range; 4,5 form a continuous range.

**Example 2:**

**Input:** [0,2,3,4,6,8,9]

**Output:** ["0","2->4","6","8->9"]

**Explanation:** 2,3,4 form a continuous range; 8,9 form a continuous range.

class Solution **{**

public**:**

vector**<**string**>** summaryRanges**(**vector**<**int**>&** nums**)** **{**

**}**

**};**

class Solution **{**

public**:**

vector**<**string**>** summaryRanges**(**vector**<**int**>&** nums**)** **{**

vector**<**string**>** res**;**

**if** **(**nums**.**empty**())** **return** res**;**

nums**.**push\_back**(**nums**.**back**());**

long low**,** st**,** i **=** 0**;**

string s**;**

**while** **(**i **<** nums**.**size**())** **{**

**if** **(**s**.**empty**())** **{**

s **=** to\_string**(**st **=** low **=** nums**[**i**++]);**

**}**

**else** **if** **(**nums**[**i**]** **!=** **++**low**)** **{**

**if** **(**low**-**1 **!=** st**)** res**.**push\_back**(**s **+** "->" **+** to\_string**(**low**-**1**));**

**else** res**.**push\_back**(**s**);**

s**.**clear**();**

**}**

**else** i**++;**

**}**

**return** res**;**

**}**

**};**

### 229. Majority Element II

Medium

Given an integer array of size *n*, find all elements that appear more than ⌊ n/3 ⌋ times.

**Note:** The algorithm should run in linear time and in O(1) space.

**Example 1:**

**Input:** [3,2,3]

**Output:** [3]

**Example 2:**

**Input:** [1,1,1,3,3,2,2,2]

**Output:** [1,2]

class Solution **{**

public**:**

vector**<**int**>** majorityElement**(**vector**<**int**>&** nums**)** **{**

**}**

**};**

class Solution **{**

public**:**

vector**<**int**>** majorityElement**(**vector**<**int**>&** nums**)** **{**

vector**<**int**>** res**;**

int n **=** 0**,** m **=** 0**,** cnt\_n **=** 0**,** cnt\_m **=** 0**;**

**for** **(**auto **&**i **:** nums**)** **{**

**if** **(**i **==** n**)** cnt\_n**++;**

**else** **if** **(**i **==** m**)** cnt\_m**++;**

**else** **if (!**cnt\_n**)** **{**n **=** i**;** cnt\_n **=** 1**;}**

**else** **if (!**cnt\_m**)** **{**m **=** i**;** cnt\_m **=** 1**;}**

**else** **{**cnt\_n**--;** cnt\_m**--;}**

**}**

cnt\_n **=** cnt\_m **=** 0**;**

**for** **(**auto **&**i **:** nums**){**

**if (**i **==** n**)** cnt\_n**++;**

**else** **if (**i **==** m**)** cnt\_m**++;**

**}**

**if (**cnt\_n **>** floor**(**nums**.**size**()/**3**))** res**.**push\_back**(**n**);**

**if (**cnt\_m **>** floor**(**nums**.**size**()/**3**))** res**.**push\_back**(**m**);**

**return** res**;**

**}**

**};**

### 230. Kth Smallest Element in a BST

Medium

Given a binary search tree, write a function kthSmallest to find the **k**th smallest element in it.

**Note:**   
You may assume k is always valid, 1 ≤ k ≤ BST's total elements.

**Example 1:**

**Input:** root = [3,1,4,null,2], k = 1

3

/ \

1 4

\

  2

**Output:** 1

**Example 2:**

**Input:** root = [5,3,6,2,4,null,null,1], k = 3

5

/ \

3 6

/ \

2 4

/

1

**Output:** 3

**Follow up:**  
What if the BST is modified (insert/delete operations) often and you need to find the kth smallest frequently? How would you optimize the kthSmallest routine?

class Solution **{**

public**:**

int kthSmallest**(**TreeNode**\*** root**,** int k**)** **{**

stack**<**TreeNode**\*>** stk**;**

TreeNode **\***p **=** root**;**

**while** **(**p **||** **!**stk**.**empty**())** **{**

**while(**p**)** **{**

stk**.**push**(**p**);**

p **=** p**->**left**;**

**}**

p **=** stk**.**top**();**

stk**.**pop**();**

**if(--**k **==** 0**)** **return** p**->**val**;**

p **=** p**->**right**;**

**}**

**return** **-**1**;**

**}**

**};**

### 231. Power of Two

Easy

Given an integer, write a function to determine if it is a power of two.

**Example 1:**

**Input:** 1

**Output:** true

**Explanation:** 20 = 1

**Example 2:**

**Input:** 16

**Output:** true

**Explanation:** 24 = 16

**Example 3:**

**Input:** 218

**Output:** false

class Solution **{**

public**:**

bool isPowerOfTwo**(**int n**)** **{**

**}**

**};**

class Solution **{**

public**:**

bool isPowerOfTwo**(**int n**)** **{**

int cnt **=** 0**;**

**while** **(**n**)** **{**

**if** **(**n **&** 0x00000001**)** **++**cnt**;**

**if** **(**cnt **>=** 2**)** **return** **false;**

n **>>=** 1**;**

**}**

**return** cnt **==** 1**;**

**}**

**};**

class Solution **{**

public**:**

bool isPowerOfTwo**(**int n**)** **{**

**if** **(**n **<=** 0**)** **return** **false;**

**else** **return** **(**n **&** **(**n**-**1**))** **==** 0**;**

**}**

**};**

### 232. Implement Queue using Stacks

Easy

Implement the following operations of a queue using stacks.

* push(x) -- Push element x to the back of queue.
* pop() -- Removes the element from in front of queue.
* peek() -- Get the front element.
* empty() -- Return whether the queue is empty.

**Example:**

MyQueue queue = new MyQueue();

queue.push(1);

queue.push(2);

queue.peek(); // returns 1

queue.pop(); // returns 1

queue.empty(); // returns false

**Notes:**

* You must use *only* standard operations of a stack -- which means only push to top, peek/pop from top, size, and is empty operations are valid.
* Depending on your language, stack may not be supported natively. You may simulate a stack by using a list or deque (double-ended queue), as long as you use only standard operations of a stack.
* You may assume that all operations are valid (for example, no pop or peek operations will be called on an empty queue).

class MyQueue **{**

public**:**

/\*\* Initialize your data structure here. \*/

stack**<**int**>** s1**,** s2**;**

MyQueue**()** **{}**

/\*\* Push element x to the back of queue. \*/

void push**(**int x**)** **{**

s2**.**push**(**x**);**

**}**

/\*Removes the element from in front of queue and returns that element. \*/

int pop**()** **{**

int t **=** peek**();**

s1**.**pop**();**

**return** t**;**

**}**

/\*\* Get the front element. \*/

int peek**()** **{**

**if** **(**s1**.**empty**())** **{**

**while** **(!**s2**.**empty**()){**

s1**.**push**(**s2**.**top**());**

s2**.**pop**();**

**}**

**}**

**return** s1**.**top**();**

**}**

/\*\* Returns whether the queue is empty. \*/

bool empty**()** **{**

**return** s1**.**empty**()** **&&** s2**.**empty**();**

**}**

**};**

### 233. Number of Digit One

Hard

Given an integer n, count the total number of digit 1 appearing in all non-negative integers less than or equal to n.

**Example:**

**Input:** 13

**Output:** 6

**Explanation:** Digit 1 occurred in the following numbers: 1, 10, 11, 12, 13.

class Solution **{**

public**:**

int countDigitOne**(**int n**)** **{**

**}**

**};**

class Solution **{**

public**:**

int countDigitOne**(**int n**)** **{**

int res **=** 0**;**

**if** **(**n **<=** 0**)** **return** res**;**

long int high **=** n**,** low **=** 0**,** fact **=** 1**,** cur**;**

**while** **(**high**)** **{**

cur **=** high**%**10**;**

high **/=** 10**;**

res **+=** **(**high**+** **(**cur **>** 1 **?** 1**:** 0**))\***fact**+(**cur **==** 1 **?** low**+**1 **:** 0**);**

low **+=** fact**\***cur**;**

fact **\*=** 10**;**

**}**

**return** res**;**

**}**

**};**

### 234. Palindrome Linked List

Easy

Given a singly linked list, determine if it is a palindrome.

**Example 1:**

**Input:** 1->2

**Output:** false

**Example 2:**

**Input:** 1->2->2->1

**Output:** true

**Follow up:**  
Could you do it in O(n) time and O(1) space?

class Solution **{**

public**:**

bool isPalindrome**(**ListNode**\*** head**)** **{**

**}**

**};**

class Solution **{**

public**:**

bool isPalindrome**(**ListNode**\*** head**)** **{**

**if (**head **==** **nullptr** **||** head**->**next **==** **nullptr)** **return** **true;**

ListNode **\***fast **=** head**,** **\***slow **=** head**;**

**while** **(**fast **&&** fast**->**next **&&** fast**->**next**->**next**)** **{**

fast **=** fast**->**next**->**next**;**

slow **=** slow**->**next**;**

**}**

ListNode **\***p **=** slow**->**next**,** **\***q**;**

slow**->**next **=** **nullptr;**

**while** **(**p**)** **{**

q **=** p**->**next**;**

p**->**next **=** slow**->**next**;**

slow**->**next **=** p**;**

p **=** q**;**

**}**

p **=** head**;** q **=** slow**->**next**;**

**while** **(**p **&&** q**)** **{**

**if** **(**p**->**val **!=** q**->**val**)** **return** **false;**

p **=** p**->**next**;**

q **=** q**->**next**;**

**}**

**return** **true;**

**}**

**};**

### 235. Lowest Common Ancestor of a Binary Search Tree

Easy

Given a binary search tree (BST), find the lowest common ancestor (LCA) of two given nodes in the BST.

According to the [definition of LCA on Wikipedia](https://en.wikipedia.org/wiki/Lowest_common_ancestor): “The lowest common ancestor is defined between two nodes p and q as the lowest node in T that has both p and q as descendants (where we allow **a node to be a descendant of itself**).”

Given binary search tree:  root = [6,2,8,0,4,7,9,null,null,3,5]
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**Example 1:**

**Input:** root = [6,2,8,0,4,7,9,null,null,3,5], p = 2, q = 8

**Output:** 6

**Explanation:** The LCA of nodes 2 and 8 is 6.

**Example 2:**

**Input:** root = [6,2,8,0,4,7,9,null,null,3,5], p = 2, q = 4

**Output:** 2

**Explanation:** The LCA of nodes 2 and 4 is 2, since a node can be a descendant of itself according to the LCA definition.

**Note:**

* All of the nodes' values will be unique.
* p and q are different and both values will exist in the BST.

class Solution **{**

public**:**

TreeNode**\*** lowestCommonAncestor**(**TreeNode**\*** root**,** TreeNode**\*** p**,** TreeNode**\*** q**){**

**if** **(**root**->**val **>** p**->**val **&&** root**->**val **>** q**->**val**)**

**return** lowestCommonAncestor**(**root**->**left**,** p**,** q**);**

**else** **if** **(**root**->**val **<** p**->**val **&&** root**->**val **<** q**->**val**)**

**return** lowestCommonAncestor**(**root**->**right**,** p**,** q**);**

**else** **return** root**;**

**}**

**};**

### 236. Lowest Common Ancestor of a Binary Tree★★

Medium

Given a binary tree, find the lowest common ancestor (LCA) of two given nodes in the tree.

According to the [definition of LCA on Wikipedia](https://en.wikipedia.org/wiki/Lowest_common_ancestor): “The lowest common ancestor is defined between two nodes p and q as the lowest node in T that has both p and q as descendants (where we allow **a node to be a descendant of itself**).”

Given the following binary tree:  root = [3,5,1,6,2,0,8,null,null,7,4]
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**Example 1:**

**Input:** root = [3,5,1,6,2,0,8,null,null,7,4], p = 5, q = 1

**Output:** 3

**Explanation:** The LCA of nodes 5 and 1 is 3.

**Example 2:**

**Input:** root = [3,5,1,6,2,0,8,null,null,7,4], p = 5, q = 4

**Output:** 5

**Explanation:** The LCA of nodes 5 and 4 is 5, since a node can be a descendant of itself according to the LCA definition.

**Note:**

* All of the nodes' values will be unique.
* p and q are different and both values will exist in the binary tree.

/\*\*

\* Definition for a binary tree node.

\* struct TreeNode {

\* int val;

\* TreeNode \*left;

\* TreeNode \*right;

\* TreeNode(int x) : val(x), left(NULL), right(NULL) {}

\* };

\*/

class Solution **{**

public**:**

TreeNode**\*** lowestCommonAncestor**(**TreeNode**\*** root**,** TreeNode**\*** p**,** TreeNode**\*** q**){**

TreeNode **\***cur **=** root**,** **\***last **=** **nullptr;**

vector**<**TreeNode**\*>** pathp**,** pathq**,** temp**;**

**while** **(**pathp**.**empty**()** **||** pathq**.**empty**())** **{**

**while** **(**cur**)** **{**

temp**.**push\_back**(**cur**);**

**if** **(**cur **==** p**)** pathp **=** temp**;** // check and set path for p

**if** **(**cur **==** q**)** pathq **=** temp**;** // check and set path for q

cur **=** cur**->**left**;**

**}**

**if** **(**temp**.**back**()->**right **&&** temp**.**back**()->**right **!=** last**)**

cur **=** temp**.**back**()->**right**;**

**else** **{**

last **=** temp**.**back**();**

temp**.**pop\_back**();**

**}**

**}**

// compare paths and get lowest common ancestor

int n **=** min**(**pathp**.**size**(),** pathq**.**size**());**

**for** **(**int i **=** 1**;** i **<** n**;** i**++)** **{**

**if** **(**pathp**[**i**]** **!=** pathq**[**i**])** **return** pathp**[**i**-**1**];**

**}**

**return** pathp**[**n**-**1**];**

**}**

**};**

class Solution **{**

public**:**

TreeNode**\*** lowestCommonAncestor**(**TreeNode**\*** root**,** TreeNode**\*** p**,** TreeNode**\*** q**){**

**if** **(!**root **||** root **==** p **||** root **==** q**)** **return** root**;**

TreeNode **\***left **=** lowestCommonAncestor**(**root**->**left**,** p**,** q**);**

TreeNode **\***right **=** lowestCommonAncestor**(**root**->**right**,** p**,** q**);**

**return** **!**left **?** right **:** **!**right **?** left **:** root**;**

**}**

**};**

### 237. Delete Node in a Linked List

Easy

Write a function to delete a node (except the tail) in a singly linked list, given only access to that node.

Given linked list -- head = [4,5,1,9], which looks like following:

![https://assets.leetcode.com/uploads/2018/12/28/237_example.png](data:image/png;base64,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)

**Example 1:**

**Input:** head = [4,5,1,9], node = 5

**Output:** [4,1,9]

**Explanation:** You are given the second node with value 5, the linked list should become 4 -> 1 -> 9 after calling your function.

**Example 2:**

**Input:** head = [4,5,1,9], node = 1

**Output:** [4,5,9]

**Explanation:** You are given the third node with value 1, the linked list should become 4 -> 5 -> 9 after calling your function.

**Note:**

* The linked list will have at least two elements.
* All of the nodes' values will be unique.
* The given node will not be the tail and it will always be a valid node of the linked list.
* Do not return anything from your function.

/\*\*

\* Definition for singly-linked list.

\* struct ListNode {

\* int val;

\* ListNode \*next;

\* ListNode(int x) : val(x), next(NULL) {}

\* };

\*/

class Solution **{**

public**:**

void deleteNode**(**ListNode**\*** node**)** **{**

**\***node **=** **\*(**node**->**next**);**

**}**

**};**

### 238. Product of Array Except Self

Medium

Given an array nums of *n* integers where *n* > 1,  return an array output such that output[i] is equal to the product of all the elements of nums except nums[i].

**Example:**

**Input:** [1,2,3,4]

**Output:** [24,12,8,6]

**Note:** Please solve it **without division** and in O(*n*).

**Follow up:**  
Could you solve it with constant space complexity? (The output array **does not** count as extra space for the purpose of space complexity analysis.)

class Solution **{**

public**:**

vector**<**int**>** productExceptSelf**(**vector**<**int**>&** nums**)** **{**

**}**

**};**

class Solution **{**

public**:**

vector**<**int**>** productExceptSelf**(**vector**<**int**>&** nums**)** **{**

int n **=** nums**.**size**();**

vector**<**int**>** res**(**n**);**

res**[**0**]** **=** 1**;**

**for** **(**int i **=** 1**;** i **<** n**;** i**++)** res**[**i**]** **=** nums**[**i**-**1**]\***res**[**i**-**1**];**

int a **=** nums**[**n**-**1**];**

**for** **(**int i **=** n**-**2**;** i **>=** 0**;** i**--)** **{**

res**[**i**]** **\*=** a**;**

a **\*=** nums**[**i**];**

**}**

**return** res**;**

**}**

**};**

### 239. Sliding Window Maximum★★

Hard

Given an array *nums*, there is a sliding window of size *k* which is moving from the very left of the array to the very right. You can only see the *k* numbers in the window. Each time the sliding window moves right by one position. Return the max sliding window.

**Example:**

**Input:** *nums* = [1,3,-1,-3,5,3,6,7], and *k* = 3

**Output:** [3,3,5,5,6,7]

**Explanation:**

Window position Max

--------------- -----

[1 3 -1] -3 5 3 6 7 **3**

1 [3 -1 -3] 5 3 6 7 **3**

1 3 [-1 -3 5] 3 6 7  **5**

1 3 -1 [-3 5 3] 6 7 **5**

1 3 -1 -3 [5 3 6] 7 **6**

1 3 -1 -3 5 [3 6 7] **7**

**Note:**   
You may assume *k* is always valid, 1 ≤ k ≤ input array's size for non-empty array.

**Follow up:**  
Could you solve it in linear time?

class Solution **{**

public**:**

vector**<**int**>** maxSlidingWindow**(**vector**<**int**>&** nums**,** int k**)** **{**

**}**

**};**

class Solution **{**

public**:**

vector**<**int**>** maxSlidingWindow**(**vector**<**int**>&** nums**,** int k**)** **{**

int n **=** nums**.**size**(),** cnt **=** 0**;**

vector**<**int**>** res**;**

deque**<**int**>** deq**;**

**for** **(**int i **=** 0**;** i **<** n**;** i**++)** **{**

**while (!**deq**.**empty**()** **&&** nums**[**deq**.**back**()]** **<=** nums**[**i**])** **{**

deq**.**pop\_back**();**

**}**

deq**.**push\_back**(**i**);**

**if (**i**-**deq**.**front**()** **>=** k**)** deq**.**pop\_front**();**

**if (**i **>=** k**-**1**)** res**.**push\_back**(**nums**[**deq**.**front**()]);**

**}**

**return** res**;**

**}**

**};**

### 240. Search a 2D Matrix II★★

Medium

Write an efficient algorithm that searches for a value in an *m* x *n* matrix. This matrix has the following properties:

* Integers in each row are sorted in ascending from left to right.
* Integers in each column are sorted in ascending from top to bottom.

**Example:**

Consider the following matrix:

[

[1, 4, 7, 11, 15],

[2, 5, 8, 12, 19],

[3, 6, 9, 16, 22],

[10, 13, 14, 17, 24],

[18, 21, 23, 26, 30]

]

Given target = 5, return true.

Given target = 20, return false.

class Solution **{**

public**:**

bool searchMatrix**(**vector**<**vector**<**int**>>&** matrix**,** int target**)** **{**

**}**

**};**

class Solution **{**

public**:**

bool searchMatrix**(**vector**<**vector**<**int**>>&** matrix**,** int target**)** **{**

**if** **(**matrix**.**empty**())** **return** **false;**

int n **=** matrix**.**size**(),** m **=** matrix**[**0**].**size**();**

int i **=** 0**,** j **=** m**-**1**;**

**while** **(**i **<** n **&&** j **>=** 0**)** **{**

**if** **(**matrix**[**i**][**j**]** **==** target**)** **return** **true;**

**else** **if** **(**matrix**[**i**][**j**]** **<** target**)** i**++;**

**else** j**--;**

**}**

**return** **false;**

**}**

**};**

### 241. Different Ways to Add Parentheses★★

Medium

Given a string of numbers and operators, return all possible results from computing all the different possible ways to group numbers and operators. The valid operators are +, - and \*.

**Example 1:**

**Input:** "2-1-1"

**Output:** [0, 2]

**Explanation:**

((2-1)-1) = 0

(2-(1-1)) = 2

**Example 2:**

**Input:** "2\*3-4\*5"

**Output:** [-34, -14, -10, -10, 10]

**Explanation:**

(2\*(3-(4\*5))) = -34

((2\*3)-(4\*5)) = -14

((2\*(3-4))\*5) = -10

(2\*((3-4)\*5)) = -10

(((2\*3)-4)\*5) = 10

class Solution **{**

public**:**

vector**<**int**>** diffWaysToCompute**(**string input**)** **{**

**return** computeWithDP**(**0**,** input**.**size**()-**1**,** input**);**

**}**

private**:**

**using** pii **=** pair**<**int**,** int**>;**

map**<**pii**,** vector**<**int**>>** dp**;**

vector**<**int**>** computeWithDP**(**int i**,** int j**,** const string **&**input**)** **{**

**if** **(**dp**.**count**({**i**,** j**}))** **return** dp**[{**i**,** j**}];**

vector**<**int**>** result**;**

**for** **(**int k **=** i**;** k **<=** j**;** k**++)** **{**

char c **=** input**[**k**];**

**if** **(**ispunct**(**c**))** **{**

auto res1 **=** computeWithDP**(**i**,** k**-**1**,** input**);**

auto res2 **=** computeWithDP**(**k**+**1**,** j**,** input**);**

**for** **(**auto n1 **:** res1**)** **{**

**for** **(**auto n2 **:** res2**)** **{**

result**.**push\_back**(**c **==** '+' **?** n1**+**n2

**:** c **==** '-' **?** n1**-**n2 **:** n1**\***n2**);**

**}**

**}**

**}**

**}**

**if** **(**result**.**empty**())**

result**.**push\_back**(**stoi**(**input**.**substr**(**i**,** j**-**i**+**1**)));**

**return** dp**[{**i**,** j**}]** **=** result**;**

**}**

**};**

### 242. Valid Anagram

Easy

Given two strings *s* and *t*, write a function to determine if *t* is an anagram of *s*.

**Example 1:**

**Input:** *s* = "anagram", *t* = "nagaram"

**Output:** true

**Example 2:**

**Input:** *s* = "rat", *t* = "car"

**Output:** false

**Note:**  
You may assume the string contains only lowercase alphabets.

**Follow up:**  
What if the inputs contain unicode characters? How would you adapt your solution to such case?

class Solution **{**

public**:**

bool isAnagram**(**string s**,** string t**)** **{**

**}**

**};**

class Solution **{**

public**:**

bool isAnagram**(**string s**,** string t**)** **{**

**if** **(**s**.**length**()** **!=** t**.**length**())** **return** **false;**

int a**[**26**]** **=** **{**0**};**

**for (**auto **&**i **:** s**)** a**[**i**-**'a'**]++;**

**for (**auto **&**i **:** t**){**

**if(--**a**[**i**-**'a'**]** **<** 0**)**

**return** **false;**

**}**

**return** **true;**

**}**

**};**

### 243.Shortest Word Distance

Given a list of words and two words word1 and word2, return the shortest distance between these two words in the list.

**Example:**  
Assume that words = ["practice", "makes", "perfect", "coding", "makes"].

**Input:** word1 = “coding”, word2 = “practice”

**Output:** 3

**Input:** word1 = "makes", word2 = "coding"

**Output:** 1

**Note:**  
You may assume that word1 **does not equal to** word2, and word1 and word2 are both in the list.

class Solution **{**

public**:**

int shortestDistance**(**vector**<**string**>&** words**,** string word1**,** string word2**)** **{**

int p1 **=** **-**1**,** p2 **=** **-**1**;**

int n **=** words**.**size**(),** res **=** INT\_MAX**;**

**for** **(**int i **=** 0**;** i **<** n**;** i**++)** **{**

**if** **(**words**[**i**]** **==** word1**)** p1 **=** i**;**

**else** **if** **(**words**[**i**]** **==** word2**)** p2 **=** i**;**

**if** **(**p1 **!=** **-**1 **&&** p2 **!=** **-**1**)** res **=** min**(**res**,** abs**(**p1 **-** p2**));**

**}**

**return** res**;**

**}**

**};**

### 244.Shortest Word Distance II

Design a class which receives a list of words in the constructor, and implements a method that takes two words word1 and word2 and return the shortest distance between these two words in the list. Your method will be called repeatedly many times with different parameters.

**Example:**  
Assume that words = ["practice", "makes", "perfect", "coding", "makes"].

**Input:** word1 = “coding”, word2 = “practice”

**Output:** 3

**Input:** word1 = "makes", word2 = "coding"

**Output:** 1

**Note:**  
You may assume that word1 **does not equal to** word2, and word1 and word2 are both in the list.

class WordDistance **{**

public**:**

WordDistance**(**vector**<**string**>&** words**)** **{**

**}**

int shortest**(**string word1**,** string word2**)** **{**

**}**

**};**

class WordDistance **{**

public**:**

WordDistance**(**vector**<**string**>&** words**)** **{**

**for** **(**int i **=** 0**;** i **<** words**.**size**();** i**++)** **{**

m**[**words**[**i**]].**push\_back**(**i**);**

**}**

**}**

int shortest**(**string word1**,** string word2**)** **{**

vector**<**int**>** **&**u **=** m**[**word1**];**

vector**<**int**>** **&**v **=** m**[**word2**];**

int n **=** u**.**size**(),** m **=** v**.**size**();**

int i **=** 0**,** j **=** 0**,** dist **=** INT\_MAX**;**

**while** **(**i **<** n **&&** j **<** m**)** **{**

**if** **(**u**[**i**]** **<** v**[**j**])** dist **=** min**(**dist**,** v**[**j**]-**u**[**i**++]);**

**else** dist **=** min**(**dist**,** u**[**i**]-**v**[**j**++]);**

**}**

**return** dist**;**

**}**

private**:**

unordered\_map**<**string**,** vector**<**int**>>** m**;**

**};**

### 245.Shortest Word Distance III

Given a list of words and two words word1 and word2, return the shortest distance between these two words in the list.

word1 and word2 may be the same and they represent two individual words in the list.

**Example:**  
Assume that words = ["practice", "makes", "perfect", "coding", "makes"].

**Input:** word1 = “makes”, word2 = “coding”

**Output:** 1

**Input:** word1 = "makes", word2 = "makes"

**Output:** 3

**Note:**  
You may assume word1 and word2 are both in the list.

class Solution **{**

public**:**

int shortestWordDistance**(**vector**<**string**>&** words**,** string word1**,** string word2**)** **{**

**}**

**};**

class Solution **{**

public**:**

int shortestWordDistance**(**vector**<**string**>&** words**,** string word1**,** string word2**)** **{**

int res **=** INT\_MAX**;**

vector**<**int**>** v**[**2**];**

**for** **(**int i **=** 0**;** i **<** words**.**size**();** i**++)** **{**

**if** **(**words**[**i**]** **==** word1**)** v**[**0**].**push\_back**(**i**);**

**if** **(**words**[**i**]** **==** word2**)** v**[**1**].**push\_back**(**i**);**

**}**

int n **=** v**[**0**].**size**(),** m **=** v**[**1**].**size**();**

int i **=** 0**,** j **=** 0**;**

**while** **(**i **<** n **&&** j **<** m**)** **{**

**if** **(**v**[**0**][**i**]** **==** v**[**1**][**j**])** i**++;**

**else** **if** **(**v**[**0**][**i**]** **<** v**[**1**][**j**])** res **=** min**(**res**,** v**[**1**][**j**]-**v**[**0**][**i**++]);**

**else** res **=** min**(**res**,** v**[**0**][**i**]-**v**[**1**][**j**++]);**

**}**

**return** res**;**

**}**

**};**

### 246.Strobogrammatic Number

A strobogrammatic number is a number that looks the same when rotated 180 degrees (looked at upside down).

Write a function to determine if a number is strobogrammatic. The number is represented as a string.

**Example 1:**

**Input:** "69"

**Output:** true

**Example 2:**

**Input:** "88"

**Output:** true

**Example 3:**

**Input:** "962"

**Output:** false

class Solution **{**

public**:**

bool isStrobogrammatic**(**string s**)** **{**

**}**

**};**

class Solution **{**

public**:**

bool isStrobogrammatic**(**string s**)** **{**

unordered\_map**<**char**,** char**>** m**{{**'6'**,**'9'**},** **{**'9'**,**'6'**},** **{**'8'**,**'8'**},**

**{**'1'**,**'1'**},** **{**'0'**,**'0'**}};**

int n **=** s**.**size**();**

**for** **(**int i **=** 0**;** i **<=** n**/**2**;** i**++)** **{**

**if** **(**m**[**s**[**i**]]** **!=** s**[**n**-**1**-**i**])** **{**

**return** **false;**

**}**

**}**

**return** **true;**

**}**

**};**

### 247.Strobogrammatic Number II

A strobogrammatic number is a number that looks the same when rotated 180 degrees (looked at upside down).

Find all strobogrammatic numbers that are of length = n.

**Example:**

**Input:** n = 2

**Output:** ["11","69","88","96"]

class Solution **{**

public**:**

vector**<**string**>** findStrobogrammatic**(**int n**)** **{**

**}**

**};**

class Solution **{**

public**:**

vector**<**string**>** findStrobogrammatic**(**int n**)** **{**

**return** f**(**n**,** n**);**

**}**

vector**<**string**>** f**(**int m**,** int n**)** **{**

**if** **(**m **==** 0**)** **return** **{**""**};**

**if** **(**m **==** 1**)** **return** **{**"0"**,** "1"**,** "8"**};**

vector**<**string**>** v**(**f**(**m**-**2**,** n**)),** res**;**

**for** **(**auto **&**a **:** v**)** **{**

**if** **(**m **!=** n**)** res**.**push\_back**(**"0" **+** a **+** "0"**);**

res**.**push\_back**(**"1" **+** a **+** "1"**);**

res**.**push\_back**(**"6" **+** a **+** "9"**);**

res**.**push\_back**(**"8" **+** a **+** "8"**);**

res**.**push\_back**(**"9" **+** a **+** "6"**);**

**}**

**return** res**;**

**}**

**};**

### 248.Strobogrammatic Number III

A strobogrammatic number is a number that looks the same when rotated 180 degrees (looked at upside down).

Write a function to count the total strobogrammatic numbers that exist in the range of low <= num <= high.

**Example:**

**Input:** low = "50", high = "100"

**Output:** 3

**Explanation:** 69, 88, and 96 are three strobogrammatic numbers.

**Note:**  
Because the range might be a large number, the low and high numbers are represented as string.

class Solution **{**

public**:**

int strobogrammaticInRange**(**string low**,** string high**)** **{**

**}**

**};**

class Solution **{**

public**:**

int strobogrammaticInRange**(**string low**,** string high**)** **{**

int len0 **=** low**.**length**(),** len1 **=** high**.**length**();**

int res **=** 0**;**

**for** **(**int n **=** len0**;** n **<=** len1**;** n**++)** **{**

vector**<**string**>** v **=** f**(**n**,** n**);**

**if** **(**n **!=** len0 **&&** n **!=** len1**)** res **+=** v**.**size**();**

**else** **for** **(**auto **&**num **:** v**)** **{**

**if** **(**len0 **==** len1**)** **{**

**if** **(**num **>=** low **&&** num **<=** high**)** res**++;**

**}**

**else** **if** **(**n **==** len0 **&&** num **>=** low**)** res**++;**

**else** **if** **(**n **==** len1 **&&** num **<=** high**)** res**++;**

**}**

**}**

**return** res**;**

**}**

private**:**

vector**<**string**>** f**(**int m**,** int n**)** **{**

**if** **(**m **==** 0**)** **return** **{**""**};**

**if** **(**m **==** 1**)** **return** **{**"0"**,** "1"**,** "8"**};**

vector**<**string**>** v**(**f**(**m**-**2**,** n**)),** res**;**

**for** **(**auto **&**a **:** v**)** **{**

**if** **(**m **!=** n**)** res**.**push\_back**(**"0" **+** a **+** "0"**);**

res**.**push\_back**(**"1" **+** a **+** "1"**);**

res**.**push\_back**(**"6" **+** a **+** "9"**);**

res**.**push\_back**(**"8" **+** a **+** "8"**);**

res**.**push\_back**(**"9" **+** a **+** "6"**);**

**}**

**return** res**;**

**}**

**};**

### 249.Group Shifted Strings

Given a string, we can "shift" each of its letter to its successive letter, for example: "abc" -> "bcd". We can keep "shifting" which forms the sequence:

"abc" -> "bcd" -> ... -> "xyz"

Given a list of strings which contains only lowercase alphabets, group all strings that belong to the same shifting sequence.

**Example:**

**Input:** ["abc", "bcd", "acef", "xyz", "az", "ba", "a", "z"],

**Output:**

[

["abc","bcd","xyz"],

["az","ba"],

["acef"],

["a","z"]

]

class Solution **{**

public**:**

vector**<**vector**<**string**>>** groupStrings**(**vector**<**string**>&** strings**)** **{**

**}**

**};**

class Solution **{**

public**:**

vector**<**vector**<**string**>>** groupStrings**(**vector**<**string**>&** strings**)** **{**

unordered\_map**<**string**,** vector**<**string**>>** m**;**

**for** **(**auto **&**s **:** strings**)** **{**

string t**;**

**for** **(**auto **&**c **:** s**)** **{**

t **+=** char**((**c**-**s**[**0**]+**26**)** **%** 26**);**

**}**

m**[**t**].**push\_back**(**s**);**

**}**

vector**<**vector**<**string**>>** res**;**

**for** **(**auto **&**i **:** m**)** res**.**push\_back**(**i**.**second**);**

**return** res**;**

**}**

**};**

### 250.Count Univalue Subtrees

Given a binary tree, count the number of uni-value subtrees.

A Uni-value subtree means all nodes of the subtree have the same value.

**Example :**

**Input:** root = [5,1,5,5,5,null,5]

5

/ \

1 5

/ \ \

5 5 5

**Output:** 4

class Solution **{**

public**:**

int countUnivalSubtrees**(**TreeNode**\*** root**)** **{**

**}**

**};**

class Solution **{**

public**:**

int countUnivalSubtrees**(**TreeNode**\*** root**)** **{**

**if** **(!**root**)** **return** 0**;**

**return** f**(**root**,** root**->**val**).**second**;**

**}**

private**:**

pair**<**bool**,** int**>** f**(**TreeNode **\***root**,** int val**)** **{**

**if** **(!**root**)** **return** **{true,** 0**};**

auto l **=** f**(**root**->**left**,** root**->**val**);**

auto r **=** f**(**root**->**right**,** root**->**val**);**

int res **=** l**.**second **+** r**.**second**;**

**if** **(**l**.**first **&&** r**.**first**)** **return** **{**root**->**val **==** val**,** res**+**1**};**

**else** **return** **{false,** res**};**

**}**

**};**

### 251. Flatten 2D Vector

Design and implement an iterator to flatten a 2d vector. It should support the following operations: next and hasNext.

**Example:**

Vector2D iterator = new Vector2D([[1,2],[3],[4]]);

iterator.next(); // return 1

iterator.next(); // return 2

iterator.next(); // return 3

iterator.hasNext(); // return true

iterator.hasNext(); // return true

iterator.next(); // return 4

iterator.hasNext(); // return false

**Notes:**

1. Please remember to **RESET** your class variables declared in Vector2D, as static/class variables are **persisted across multiple test cases**. Please see [here](https://leetcode.com/faq/) for more details.
2. You may assume that next() call will always be valid, that is, there will be at least a next element in the 2d vector when next() is called.

**Follow up:**

As an added challenge, try to code it using only [iterators in C++](http://www.cplusplus.com/reference/iterator/iterator/) or [iterators in Java](http://docs.oracle.com/javase/7/docs/api/java/util/Iterator.html).

class Vector2D **{**

public**:**

Vector2D**(**vector**<**vector**<**int**>>** **&**v**):** x**(**v**.**begin**()),** end**(**v**.**end**())** **{}**

int next**()** **{**

hasNext**();**

**return** **(\***x**)[**y**++];**

**}**

bool hasNext**()** **{**

**while** **(**x **!=** end **&&** y **==** **(\***x**).**size**())** **{**

**++**x**;**

y **=** 0**;**

**}**

**return** x **!=** end**;**

**}**

private**:**

int y **=** 0**;**

vector**<**vector**<**int**>>::**iterator x**,** end**;**

**};**

### 252. Meeting Rooms

Given an array of meeting time intervals consisting of start and end times [[s1,e1],[s2,e2],...] (si < ei), determine if a person could attend all meetings.

**Example 1:**

**Input:** [[0,30],[5,10],[15,20]]

**Output:** false

**Example 2:**

**Input:** [[7,10],[2,4]]

**Output:** true

**NOTE:** input types have been changed on April 15, 2019. Please reset to default code definition to get new method signature.

class Solution **{**

public**:**

bool canAttendMeetings**(**vector**<**vector**<**int**>>&** intervals**)** **{**

auto cmp **=** **[](**const vector**<**int**>** **&**lhs**,** const vector**<**int**>** **&**rhs**)** **{**

**return** lhs**[**0**]** **<** rhs**[**0**];**

**};**

sort**(**intervals**.**begin**(),** intervals**.**end**(),** cmp**);**

**for** **(**int i **=** 1**;** i **<** intervals**.**size**();** i**++)** **{**

**if** **(**intervals**[**i**][**0**]** **<** intervals**[**i**-**1**][**1**])** **{**

**return** **false;**

**}**

**}**

**return** **true;**

**}**

**};**

### 253. Meeting Rooms II★★

Given an array of meeting time intervals consisting of start and end times [[s1,e1],[s2,e2],...] (si < ei), find the minimum number of conference rooms required.

**Example 1:**

**Input:** [[0, 30],[5, 10],[15, 20]]

**Output:** 2

**Example 2:**

**Input:** [[7,10],[2,4]]

**Output:** 1

**NOTE:** input types have been changed on April 15, 2019. Please reset to default code definition to get new method signature.

class Solution **{**

public**:**

int minMeetingRooms**(**vector**<**vector**<**int**>>&** intervals**)** **{**

**}**

**};**

class Solution **{**

public**:**

int minMeetingRooms**(**vector**<**vector**<**int**>>&** intervals**)** **{**

map**<**int**,** int**>** m**;**

**for** **(**auto **&**v **:** intervals**)** **{**

**++**m**[**v**[**0**]];**

**--**m**[**v**[**1**]];**

**}**

int rooms **=** 0**,** res **=** 0**;**

**for** **(**auto **&**it **:** m**)** **{**

res **=** max**(**res**,** rooms **+=** it**.**second**);**

**}**

**return** res**;**

**}**

**};**

class Solution **{**

public**:**

int minMeetingRooms**(**vector**<**vector**<**int**>>&** intervals**)** **{**

**if** **(**intervals**.**empty**())** **return** 0**;**

auto cmp **=** **[](**const vector**<**int**>** **&**lhs**,** const vector**<**int**>** **&**rhs**)** **{**

**return** lhs**[**0**]** **<** rhs**[**0**];**

**};**

sort**(**intervals**.**begin**(),** intervals**.**end**(),** cmp**);**

priority\_queue**<**int**,** vector**<**int**>,** greater**<**int**>>** q**;**

**for** **(**auto **&**v **:** intervals**)** **{**

**if** **(!**q**.**empty**()** **&&** q**.**top**()** **<=** v**[**0**])** q**.**pop**();**

q**.**push**(**v**[**1**]);**

**}**

**return** q**.**size**();**

**}**

**};**

### 254. Factor Combinations

Numbers can be regarded as product of its factors. For example,

8 = 2 x 2 x 2;

= 2 x 4.

Write a function that takes an integer *n* and return all possible combinations of its factors.

**Note:**

1. You may assume that *n* is always positive.
2. Factors should be greater than 1 and less than *n*.

**Example 1:**

**Input:** 1

**Output:** []

**Example 2:**

**Input:** 37

**Output:**[]

**Example 3:**

**Input:** 12

**Output:**

[

[2, 6],

[2, 2, 3],

[3, 4]

]

**Example 4:**

**Input:** 32

**Output:**

[

[2, 16],

[2, 2, 8],

[2, 2, 2, 4],

[2, 2, 2, 2, 2],

[2, 4, 4],

[4, 8]

]

class Solution **{**

public**:**

vector**<**vector**<**int**>>** getFactors**(**int n**)** **{**

vector**<**int**>** path**;**

dfs**(**2**,** n**,** path**);**

**return** res**;**

**}**

private**:**

vector**<**vector**<**int**>>** res**;**

void dfs**(**int cur**,** int n**,** vector**<**int**>** **&**path**)** **{**

int Sqrt **=** sqrt**(**n**)+**0.5**;**

**for** **(**int i **=** cur**;** i **<=** Sqrt**;** i**++)** **{**

**if** **(**n **%** i **==** 0**)** **{**

vector**<**int**>** temp **=** path**;**

temp**.**push\_back**(**i**);**

dfs**(**i**,** n**/**i**,** temp**);**

temp**.**push\_back**(**n **/** i**);**

res**.**push\_back**(**temp**);**

**}**

**}**

**}**

**};**

### 255. Verify Preorder Sequence in Binary Search Tree★★

Given an array of numbers, verify whether it is the correct preorder traversal sequence of a binary search tree.

You may assume each number in the sequence is unique.

Consider the following binary search tree:

5

/ \

2 6

/ \

1 3

**Example 1:**

**Input:** [5,2,6,1,3]

**Output:** false

**Example 2:**

**Input:** [5,2,1,3,6]

**Output:** true

**Follow up:**  
Could you do it using only constant space complexity?

class Solution {

public:

bool verifyPreorder(vector<int>& preorder) {

stack<int> s;

int min = INT\_MIN;

for(int i = 0; i < preorder.size(); i++){

if (preorder[i] < min) return false;

while (!s.empty() && s.top() < preorder[i]) {

min = s.top();

s.pop();

}

s.push(preorder[i]);

}

return true;

}

};

class Solution {

public:

bool verifyPreorder(vector<int>& preorder) {

int min = INT\_MIN;

int i = -1;

for (auto p : preorder) {

if (p < min) return false;

while (i >= 0 && p > preorder[i]) {

min = preorder[i--];

}

preorder[++i] = p;

}

return true;

}

};

### 256. Paint House

There are a row of *n* houses, each house can be painted with one of the three colors: red, blue or green. The cost of painting each house with a certain color is different. You have to paint all the houses such that no two adjacent houses have the same color.

The cost of painting each house with a certain color is represented by a *n* x *3* cost matrix. For example, costs[0][0] is the cost of painting house 0 with color red; costs[1][2] is the cost of painting house 1 with color green, and so on... Find the minimum cost to paint all houses.

**Note:**  
All costs are positive integers.

**Example:**

**Input:** [[17,2,17],[16,16,5],[14,3,19]]

**Output:** 10

**Explanation:** Paint house 0 into blue, paint house 1 into green, paint house 2 into blue.

  Minimum cost: 2 + 5 + 3 = 10.

class Solution **{**

public**:**

int minCost**(**vector**<**vector**<**int**>>&** costs**)** **{**

**}**

**};**

class Solution **{**

public**:**

int minCost**(**vector**<**vector**<**int**>>&** costs**)** **{**

**if** **(**costs**.**empty**())** **return** 0**;**

int min1 **=** 0**,** min2 **=** 0**,** idx **=** **-**1**;**

**for** **(**auto **&**cost **:** costs**)** **{**

int m1 **=** INT\_MAX**,** m2 **=** m1**,** id **=** **-**1**;**

**for** **(**int j **=** 0**;** j **<** cost**.**size**();** j**++)** **{**

int temp **=** cost**[**j**]** **+** **(**j **==** idx **?** min2 **:** min1**);**

**if** **(**temp **<** m1**)** **{**

m2 **=** m1**;** m1 **=** temp**;** id **=** j**;**

**}** **else** **if** **(**temp **<** m2**)** **{**

m2 **=** temp**;**

**}**

**}**

min1 **=** m1**;** min2 **=** m2**;** idx **=** id**;**

**}**

**return** min1**;**

**}**

**};**

### 257. Binary Tree Paths

Given a binary tree, return all root-to-leaf paths.

**Note:** A leaf is a node with no children.

**Example:**

**Input:**

1

/ \

2 3

\

5

**Output:** ["1->2->5", "1->3"]

**Explanation:** All root-to-leaf paths are: 1->2->5, 1->3

/\*\*

\* Definition for a binary tree node.

\* struct TreeNode {

\* int val;

\* TreeNode \*left;

\* TreeNode \*right;

\* TreeNode(int x) : val(x), left(NULL), right(NULL) {}

\* };

\*/

class Solution **{**

public**:**

vector**<**string**>** binaryTreePaths**(**TreeNode**\*** root**)** **{**

**}**

**};**

/\*\*

\* Definition for a binary tree node.

\* struct TreeNode {

\* int val;

\* TreeNode \*left;

\* TreeNode \*right;

\* TreeNode(int x) : val(x), left(NULL), right(NULL) {}

\* };

\*/

class Solution **{**

public**:**

vector**<**string**>** binaryTreePaths**(**TreeNode**\*** root**)** **{**

vector**<**string**>** res**;**

**if** **(**root **==** **nullptr)** **return** res**;**

dfs**(**root**,** ""**,** res**);**

**return** res**;**

**}**

private**:**

void dfs**(**TreeNode**\*** root**,** string path**,** vector**<**string**>** **&**res**)** **{**

path **+=** to\_string**(**root**->**val**);**

**if** **(**root**->**left **==** **nullptr** **&&** root**->**right **==** **nullptr)** **{**

res**.**push\_back**(**path**);**

**return;**

**}**

path **+=** "->"**;**

**if** **(**root**->**left**)** dfs**(**root**->**left**,** path**,** res**);**

**if** **(**root**->**right**)** dfs**(**root**->**right**,** path**,** res**);**

**}**

**};**

### 258. Add Digits★

Given a non-negative integer num, repeatedly add all its digits until the result has only one digit.

**Example:**

**Input:** 38

**Output:** 2

**Explanation:** The process is like: 3 + 8 = 11, 1 + 1 = 2.

  Since 2 has only one digit, return it.

**Follow up:**  
Could you do it without any loop/recursion in O(1) runtime?

class Solution **{**

public**:**

int addDigits**(**int num**)** **{**

**}**

**};**
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class Solution **{**

public**:**

int addDigits**(**int num**)** **{**

**return** 1 **+** **(**num **-** 1**)** **%** 9**;**

**}**

**};**

### 259. Sum Smaller

Given an array of *n* integers *nums* and a *target*, find the number of index triplets i, j, k with 0 <= i < j < k < n that satisfy the condition nums[i] + nums[j] + nums[k] < target.

**Example:**

**Input:** *nums* = [-2,0,1,3], and *target* = 2

**Output:** 2

**Explanation:** Because there are two triplets which sums are less than 2:

  [-2,0,1]

[-2,0,3]

**Follow up:** Could you solve it in *O*(*n*2) runtime?

class Solution **{**

public**:**

int threeSumSmaller**(**vector**<**int**>&** nums**,** int target**)** **{**

**}**

**};**

class Solution **{**

public**:**

int threeSumSmaller**(**vector**<**int**>&** nums**,** int target**)** **{**

int res **=** 0**,** n **=** nums**.**size**();**

sort**(**nums**.**begin**(),** nums**.**end**());**

**for** **(**int i **=** 0**;** i **<** n**;** i**++)** **{**

int j **=** i**+**1**,** k **=** n**-**1**;**

**while** **(**j **<** k**)** **{**

int sum **=** nums**[**i**]** **+** nums**[**j**]** **+** nums**[**k**];**

**if** **(**sum **<** target**)** res **+=** k**-(**j**++);**

**else** k**--;**

**}**

**}**

**return** res**;**

**}**

**};**

### 260. Single Number III

Given an array of numbers nums, in which exactly two elements appear only once and all the other elements appear exactly twice. Find the two elements that appear only once.

**Example:**

**Input:** [1,2,1,3,2,5]

**Output:** [3,5]

**Note**:

1. The order of the result is not important. So in the above example, [5, 3] is also correct.
2. Your algorithm should run in linear runtime complexity. Could you implement it using only constant space complexity?

class Solution **{**

public**:**

vector**<**int**>** singleNumber**(**vector**<**int**>&** nums**)** **{**

**}**

**};**

class Solution **{**

public**:**

vector**<**int**>** singleNumber**(**vector**<**int**>&** nums**)** **{**

int x **=** 0**,** y **=** 0**,** z **=** 0**,** bit **=** 1**;**

**for** **(**auto **&**i **:** nums**)** x **^=** i**;**

**while** **((**bit **&** x**)** **==** 0**)** bit **<<=** 1**;**

**for** **(**auto **&**i **:** nums**)** **{**

**if** **(**bit **&** i**)** y **^=** i**;**

**else** z **^=** i**;**

**}**

**return** **{**y**,** z**};**

**}**

**};**

### 261. Graph Valid Tree

Given n nodes labeled from 0 to n-1 and a list of undirected edges (each edge is a pair of nodes), write a function to check whether these edges make up a valid tree.

**Example 1:**

**Input:** n = 5, and edges = [[0,1], [0,2], [0,3], [1,4]]

**Output:** true

**Example 2:**

**Input:** n = 5, and edges = [[0,1], [1,2], [2,3], [1,3], [1,4]]

**Output:** false

**Note**: you can assume that no duplicate edges will appear in edges. Since all edges are undirected, [0,1] is the same as [1,0] and thus will not appear together in edges.

class Solution **{**

public**:**

bool validTree**(**int n**,** vector**<**vector**<**int**>>&** edges**)** **{**

**}**

**};**

class Solution **{**

public**:**

bool validTree**(**int n**,** vector**<**vector**<**int**>>&** edges**)** **{**

**if** **(**edges**.**size**()** **!=** n**-**1**)** **return** **false;**

fa**.**resize**(**n**,** **-**1**);**

**for** **(**auto a **:** edges**)** **{**

int x **=** find**(**a**[**0**]),** y **=** find**(**a**[**1**]);**

**if** **(**x **==** y**)** **return** **false;**

**else** fa**[**x**]** **=** y**;**

**}**

**return** **true;**

**}**

private**:**

vector**<**int**>** fa**;**

int find**(**int i**)** **{**

**return** **(**fa**[**i**]** **==** **-**1**)** **?** i **:** **(**fa**[**i**]** **=** find**(**fa**[**i**]));**

**}**

**};**

class Solution **{**

public**:**

bool validTree**(**int n**,** vector**<**vector**<**int**>>&** edges**)** **{**

vector**<**int**>** v**(**n**,** **-**2**);**

vector**<**vector**<**int**>>** g**(**n**);**

**for** **(**auto **&**edge **:** edges**)** **{**

g**[**edge**[**0**]].**push\_back**(**edge**[**1**]);**

g**[**edge**[**1**]].**push\_back**(**edge**[**0**]);**

**}**

**if** **(!**dfs**(**g**,** v**,** 0**,** **-**1**))** **return** **false;**

**for** **(**auto a **:** v**)** **{**

**if** **(**a **==** **-**2**)** **return** **false;**

**}**

**return** **true;**

**}**

bool dfs**(**vector**<**vector**<**int**>>** **&**g**,**vector**<**bool**>** **&**v**,**int cur**,**int pre**){**

**if** **(**v**[**cur**]** **!=** **-**2**)** **return** **false;**

v**[**cur**]** **=** pre**;**

**for** **(**auto a **:** g**[**cur**])** **{**

**if** **(**a **!=** pre**)** **{**

**if** **(!**dfs**(**g**,** v**,** a**,** cur**))** **return** **false;**

**}**

**}**

**return** **true;**

**}**

**};**

### 262. Trips and Users（SQL）

The Trips table holds all taxi trips. Each trip has a unique Id, while Client\_Id and Driver\_Id are both foreign keys to the Users\_Id at the Users table. Status is an ENUM type of (‘completed’, ‘cancelled\_by\_driver’, ‘cancelled\_by\_client’).

+----+-----------+-----------+---------+--------------------+----------+

| Id | Client\_Id | Driver\_Id | City\_Id | Status |Request\_at|

+----+-----------+-----------+---------+--------------------+----------+

| 1 | 1 | 10 | 1 | completed |2013-10-01|

| 2 | 2 | 11 | 1 | cancelled\_by\_driver|2013-10-01|

| 3 | 3 | 12 | 6 | completed |2013-10-01|

| 4 | 4 | 13 | 6 | cancelled\_by\_client|2013-10-01|

| 5 | 1 | 10 | 1 | completed |2013-10-02|

| 6 | 2 | 11 | 6 | completed |2013-10-02|

| 7 | 3 | 12 | 6 | completed |2013-10-02|

| 8 | 2 | 12 | 12 | completed |2013-10-03|

| 9 | 3 | 10 | 12 | completed |2013-10-03|

| 10 | 4 | 13 | 12 | cancelled\_by\_driver|2013-10-03|

+----+-----------+-----------+---------+--------------------+----------+

The Users table holds all users. Each user has an unique Users\_Id, and Role is an ENUM type of (‘client’, ‘driver’, ‘partner’).

+----------+--------+--------+

| Users\_Id | Banned | Role |

+----------+--------+--------+

| 1 | No | client |

| 2 | Yes | client |

| 3 | No | client |

| 4 | No | client |

| 10 | No | driver |

| 11 | No | driver |

| 12 | No | driver |

| 13 | No | driver |

+----------+--------+--------+

Write a SQL query to find the cancellation rate of requests made by unbanned users between **Oct 1, 2013** and **Oct 3, 2013**. For the above tables, your SQL query should return the following rows with the cancellation rate being rounded to two decimal places.

+------------+-------------------+

| Day | Cancellation Rate |

+------------+-------------------+

| 2013-10-01 | 0.33 |

| 2013-10-02 | 0.00 |

| 2013-10-03 | 0.50 |

+------------+-------------------+

**Credits:**  
Special thanks to [@cak1erlizhou](https://leetcode.com/discuss/user/cak1erlizhou) for contributing this question, writing the problem description and adding part of the test cases.

select Request\_at Day, Round(sum(Status like 'can%') / count(Client\_Id)

                             , 2) as 'Cancellation Rate'

from Trips

where Request\_at between '2013-10-01' and '2013-10-03'

      and Client\_Id not in (

                               select Users\_id

                               from Users

                               where Role = 'client' and Banned = 'Yes'

                           )

group by Request\_at

### 263. Ugly Number

Easy

Write a program to check whether a given number is an ugly number.

Ugly numbers are **positive numbers** whose prime factors only include 2, 3, 5.

**Example 1:**

**Input:** 6

**Output:** true

**Explanation:** 6 = 2 × 3

**Example 2:**

**Input:** 8

**Output:** true

**Explanation:** 8 = 2 × 2 × 2

**Example 3:**

**Input:** 14

**Output:** false

**Explanation:** 14 is not ugly since it includes another prime factor 7.

**Note:**

1. 1 is typically treated as an ugly number.
2. Input is within the 32-bit signed integer range: [−231,  231− 1].

class Solution **{**

public**:**

bool isUgly**(**int num**)** **{**

**}**

**};**

class Solution **{**

public**:**

bool isUgly**(**int num**)** **{**

**if (**num **<** 1**)** **return** **false;**

int a**[**3**]** **=** **{**2**,** 3**,** 5**};**

**for (**auto **&**i **:** a**)** **{**

**while** **(**num **%** i **==** 0**)** num **/=** i**;**

**}**

**return** num **==** 1**;**

**}**

**};**

### 264. Ugly Number II

Medium

Write a program to find the n-th ugly number.

Ugly numbers are **positive numbers** whose prime factors only include 2, 3, 5.

**Example:**

**Input:** n = 10

**Output:** 12

**Explanation:** 1, 2, 3, 4, 5, 6, 8, 9, 10, 12 is the sequence of the first 10 ugly numbers.

**Note:**

1. 1 is typically treated as an ugly number.
2. n **does not exceed 1690**.

class Solution **{**

public**:**

int nthUglyNumber**(**int n**)** **{**

**}**

**};**

class Solution **{**

public**:**

int nthUglyNumber**(**int n**)** **{**

vector **<**int**>** res **{**1**};**

int i **=** 0**,** j **=** 0**,** k **=** 0**;**

**while** **(--**n**)** **{**

res**.**push\_back**(**min**(**res**[**i**]\***2**,** min**(**res**[**j**]\***3**,** res**[**k**]\***5**)));**

**if** **(**res**.**back**()** **==** res**[**i**]** **\*** 2**)** **++**i**;**

**if** **(**res**.**back**()** **==** res**[**j**]** **\*** 3**)** **++**j**;**

**if** **(**res**.**back**()** **==** res**[**k**]** **\*** 5**)** **++**k**;**

**}**

**return** res**.**back**();**

**}**

**};**

class Solution **{**

public**:**

**using** ll **=** long long**;**

int nthUglyNumber**(**int n**)** **{**

ll a**[**3**]** **=** **{**2**,** 3**,** 5**};**

priority\_queue**<**ll**,** vector**<**ll**>,** greater**<**ll**>>** pq**;**

unordered\_set**<**ll**>** My\_set**;**

pq**.**push**(**1**);**

**while** **(--**n**)** **{**

int t **=** pq**.**top**();**

pq**.**pop**();**

**for** **(**auto i **:** a**)** **{**

i **\*=** t**;**

**if** **(**My\_set**.**count**(**i**))** **continue;**

My\_set**.**insert**(**i**);**

pq**.**push**(**i**);**

**}**

**}**

**return** **static\_cast<**int**>** **(**pq**.**top**());**

**}**

**};**

### 265. Paint House II

There are a row of *n* houses, each house can be painted with one of the *k* colors. The cost of painting each house with a certain color is different. You have to paint all the houses such that no two adjacent houses have the same color.

The cost of painting each house with a certain color is represented by a *n* x *k* cost matrix. For example, costs[0][0] is the cost of painting house 0 with color 0; costs[1][2] is the cost of painting house 1 with color 2, and so on... Find the minimum cost to paint all houses.

**Note:**  
All costs are positive integers.

**Example:**

**Input:** [[1,5,3],[2,9,4]]

**Output:** 5

**Explanation:** Paint house 0 into color 0, paint house 1 into color 2. Minimum cost: 1 + 4 = 5;

  Or paint house 0 into color 2, paint house 1 into color 0. Minimum cost: 3 + 2 = 5.

**Follow up:**  
Could you solve it in *O*(*nk*) runtime?

class Solution **{**

public**:**

int minCostII**(**vector**<**vector**<**int**>>&** costs**)** **{**

**}**

**};**

class Solution **{**

public**:**

int minCostII**(**vector**<**vector**<**int**>>&** costs**)** **{**

**if** **(**costs**.**empty**())** **return** 0**;**

int min1 **=** 0**,** min2 **=** 0**,** idx **=** **-**1**;**

**for** **(**auto **&**cost **:** costs**)** **{**

int m1 **=** INT\_MAX**,** m2 **=** m1**,** id **=** **-**1**;**

**for** **(**int j **=** 0**;** j **<** cost**.**size**();** j**++)** **{**

int temp **=** cost**[**j**]** **+** **(**j **==** idx **?** min2 **:** min1**);**

**if** **(**temp **<** m1**)** **{**

m2 **=** m1**;** m1 **=** temp**;** id **=** j**;**

**}** **else** **if** **(**temp **<** m2**)** **{**

m2 **=** temp**;**

**}**

**}**

min1 **=** m1**;** min2 **=** m2**;** idx **=** id**;**

**}**

**return** min1**;**

**}**

**};**

### 266. Palindrome Permutation

Given a string, determine if a permutation of the string could form a palindrome.

**Example 1:**

**Input:** "code"

**Output:** false

**Example 2:**

**Input:** "aab"

**Output:** true

**Example 3:**

**Input:** "carerac"

**Output:** true

class Solution **{**

public**:**

bool canPermutePalindrome**(**string s**)** **{**

**}**

**};**

class Solution **{**

public**:**

bool canPermutePalindrome**(**string s**)** **{**

bitset**<**256**>** b**;**

**for** **(**auto **&**c **:** s**)** **{**

b**.**flip**(**c**);**

**}**

**return** b**.**count**()** **<** 2**;**

**}**

**};**

### 267. Palindrome Permutation II

Given a string s, return all the palindromic permutations (without duplicates) of it. Return an empty list if no palindromic permutation could be form.

**Example 1:**

**Input:** "aabb"

**Output:** ["abba", "baab"]

**Example 2:**

**Input:** "abc"

**Output:** []

class Solution **{**

public**:**

vector**<**string**>** generatePalindromes**(**string s**)** **{**

**}**

**};**

class Solution **{**

public**:**

vector**<**string**>** generatePalindromes**(**string s**)** **{**

**for** **(**auto **&**c **:** s**)** m**[**c**]++;**

int cnt **=** 0**,** n **=** s**.**length**();**

char mid**;**

**for** **(**auto **&**i **:** m**)** **if** **(**i**.**second **%** 2**)** **{**

**if** **(++**cnt **>** 1**)** **return** res**;**

**else** mid **=** i**.**first**;**

**}**

**if** **(**cnt **==** 1**)** m**[**s**[**n**/**2**]** **=** mid**]--;**

dfs**(**0**,** n**,** s**);**

**return** res**;**

**}**

private**:**

unordered\_map**<**char**,** int**>** m**;**

vector**<**string**>** res**;**

void dfs**(**int i**,** int n**,** string **&**s**)** **{**

**if** **(**i **==** n**/**2**)** res**.**push\_back**(**s**);**

**else** **for** **(**auto **&**it **:** m**)** **if** **(**it**.**second **>=** 2**)** **{**

s**[**i**]** **=** s**[**n**-**1**-**i**]** **=** it**.**first**;**

it**.**second **-=** 2**;**

dfs**(**i**+**1**,** n**,** s**);**

it**.**second **+=** 2**;**

**}**

**}**

**};**

### 268. Missing Number

Easy

Given an array containing *n* distinct numbers taken from 0, 1, 2, ..., n, find the one that is missing from the array.

**Example 1:**

**Input:** [3,0,1]

**Output:** 2

**Example 2:**

**Input:** [9,6,4,2,3,5,7,0,1]

**Output:** 8

**Note**:  
Your algorithm should run in linear runtime complexity. Could you implement it using only constant extra space complexity?

class Solution **{**

public**:**

int missingNumber**(**vector**<**int**>&** nums**)** **{**

**}**

**};**

class Solution **{**

public**:**

int missingNumber**(**vector**<**int**>&** nums**)** **{**

int n **=** nums**.**size**(),** res **=** n**;**

**for (**int i **=** 0**;** i **<** n**;** i**++)** res **^=** i **^** nums**[**i**];**

**return** res**;**

**}**

**};**

### 269. Alien Dictionary

There is a new alien language which uses the latin alphabet. However, the order among letters are unknown to you. You receive a list of **non-empty** words from the dictionary, where **words are sorted lexicographically by the rules of this new language**. Derive the order of letters in this language.

**Example 1:**

**Input:**

[

"wrt",

"wrf",

"er",

"ett",

"rftt"

]

**Output:** "wertf"

**Example 2:**

**Input:**

[

"z",

"x"

]

**Output:** "zx"

**Example 3:**

**Input:**

[

"z",

"x",

"z"

]

**Output:** ""

**Explanation:** The order is invalid, so return "".

**Note:**

1. You may assume all letters are in lowercase.
2. You may assume that if a is a prefix of b, then a must appear before b in the given dictionary.
3. If the order is invalid, return an empty string.
4. There may be multiple valid order of letters, return any one of them is fine.

class Solution **{**

public**:**

string alienOrder**(**vector**<**string**>&** words**)** **{**

g**.**resize**(**256**);**

v**.**resize**(**256**,** 1**);**

f**(**0**,** 0**,** words**.**size**()-**1**,** words**);**

**for** **(**auto **&**s **:** words**)** **for** **(**auto **&**c **:** s**)** v**[**c**]** **=** 0**;**

string res**;**

**for** **(**int i **=** 0**;** i **<** 256**;** i**++)** **if** **(!**v**[**i**])** **{**

**if** **(!**topo**(**i**,** res**))** **return** ""**;**

**}**

**return** res**;**

**}**

private**:**

vector**<**vector**<**int**>>** g**;**

vector**<**int**>** v**;**

void f**(**int pos**,** int st**,** int ed**,** vector**<**string**>** **&**words**)** **{**

**if** **(**st **>=** ed **||** words**[**st**].**length**()** **<** pos**)** **return;**

char pre **=** words**[**st**][**pos**];**

int new\_st **=** st**;**

**for** **(**int i **=** st**;** i **<=** ed**;** i**++)** **{**

string **&**s **=** words**[**i**];**

**if** **(**s**[**pos**]** **!=** pre**)** **{**

g**[**s**[**pos**]].**push\_back**(**pre**);**

pre **=** s**[**pos**];**

f**(**pos**+**1**,** new\_st**,** i**-**1**,** words**);**

new\_st **=** i**;**

**}**

**}**

f**(**pos**+**1**,** new\_st**,** ed**,** words**);**

**}**

bool topo**(**int i**,** string **&**res**)** **{**

v**[**i**]** **=** **-**1**;**

**for** **(**auto **&**j **:** g**[**i**])** **if** **(**v**[**j**]** **!=** 1**)** **{**

**if** **(**v**[**j**]** **==** **-**1 **||** **!**topo**(**j**,** res**))** **return** **false;**

**}**

v**[**i**]** **=** 1**;**

res **+=** char**(**i**);**

**return** **true;**

**}**

**};**

### 270. Closest Binary Search Tree Value

Given a non-empty binary search tree and a target value, find the value in the BST that is closest to the target.

**Note:**

* Given target value is a floating point.
* You are guaranteed to have only one unique value in the BST that is closest to the target.

**Example:**

**Input:** root = [4,2,5,1,3], target = 3.714286

4

/ \

2 5

/ \

1 3

**Output:** 4

/\*\*

\* Definition for a binary tree node.

\* struct TreeNode {

\* int val;

\* TreeNode \*left;

\* TreeNode \*right;

\* TreeNode(int x) : val(x), left(NULL), right(NULL) {}

\* };

\*/

class Solution **{**

public**:**

int closestValue**(**TreeNode**\*** root**,** double target**)** **{**

**}**

**};**

/\*\*

\* Definition for a binary tree node.

\* struct TreeNode {

\* int val;

\* TreeNode \*left;

\* TreeNode \*right;

\* TreeNode(int x) : val(x), left(NULL), right(NULL) {}

\* };

\*/

class Solution **{**

public**:**

int closestValue**(**TreeNode**\*** root**,** double target**)** **{**

dfs**(**root**,** target**);**

**return** res**;**

**}**

private**:**

int res**;**

double sub **=** numeric\_limits**<**double**>::**max**();**

void dfs**(**TreeNode**\*** root**,** double target**)** **{**

**if** **(!**root**)** **return;**

**if** **(**sub **>** fabs**(**target**-**root**->**val**))** **{**

sub **=** fabs**(**target**-**root**->**val**);**

res **=** root**->**val**;**

**}**

**if** **(**target **>** root**->**val**)** dfs**(**root**->**right**,** target**);**

**else** **if** **(**target **<** root**->**val**)** dfs**(**root**->**left**,** target**);**

**}**

**};**

### 271. Encode and Decode Strings

Design an algorithm to encode **a list of strings** to **a string**. The encoded string is then sent over the network and is decoded back to the original list of strings.

Machine 1 (sender) has the function:

string encode(vector<string> strs) {

// ... your code

return encoded\_string;

}

Machine 2 (receiver) has the function:

vector<string> decode(string s) {

//... your code

return strs;

}

So Machine 1 does:

string encoded\_string = encode(strs);

and Machine 2 does:

vector<string> strs2 = decode(encoded\_string);

strs2 in Machine 2 should be the same as strs in Machine 1.

Implement the encode and decode methods.

**Note:**

* The string may contain any possible characters out of 256 valid ascii characters. Your algorithm should be generalized enough to work on any possible characters.
* Do not use class member/global/static variables to store states. Your encode and decode algorithms should be stateless.
* Do not rely on any library method such as eval or serialize methods. You should implement your own encode/decode algorithm.

class Codec {

public:

// Encodes a list of strings to a single string.

string encode(vector<string>& strs) {

string res;

for (auto s : strs) {

string t(to\_string(s.length()));

res += string(3 - t.length(), '0') + t + s;

}

return res;

}

// Decodes a single string to a list of strings.

vector<string> decode(string s) {

vector<string> res;

int i = 0, n = s.length();

while (i < n) {

int k = stoi(s.substr(i, 3));

res.push\_back(s.substr(i+3, k));

i += 3 + k;

}

return res;

}

};

### 272. Closest Binary Search Tree Value II

Given a non-empty binary search tree and a target value, find *k* values in the BST that are closest to the target.

**Note:**

* Given target value is a floating point.
* You may assume *k* is always valid, that is: *k* ≤ total nodes.
* You are guaranteed to have only one unique set of *k* values in the BST that are closest to the target.

**Example:**

**Input:** root = [4,2,5,1,3], target = 3.714286, and k = 2

4

/ \

2 5

/ \

1 3

**Output:** [4,3]

**Follow up:**  
Assume that the BST is balanced, could you solve it in less than *O*(*n*) runtime (where *n* = total nodes)?

class Solution **{**

public**:**

vector**<**int**>** closestKValues**(**TreeNode**\*** root**,** double target**,** int k**)** **{**

vector**<**int**>** res**;**

stack**<**TreeNode**\*>** s**;**

TreeNode **\***p **=** root**;**

**while** **(**p **||** **!**s**.**empty**())** **{**

**while** **(**p**)** **{**

s**.**push**(**p**);**

p **=** p**->**left**;**

**}**

p **=** s**.**top**();** s**.**pop**();**

**if** **(**res**.**size**()** **<** k**)** res**.**push\_back**(**p**->**val**);**

**else** **if** **(**abs**(**p**->**val **-** target**)** **<** abs**(**res**[**0**]** **-** target**))** **{**

res**.**erase**(**res**.**begin**());**

res**.**push\_back**(**p**->**val**);**

**}** **else** **break;**

p **=** p**->**right**;**

**}**

**return** res**;**

**}**

**};**

class Solution **{**

public**:**

struct node **{**

double sub**;**

int value**;**

node**(**double s**,** int v**):**sub**(**s**),** value**(**v**){}**

bool **operator** **<** **(**const node **&**rhs**)** const **{**

**return** sub **<** rhs**.**sub**;**

**};**

**};**

vector**<**int**>** closestKValues**(**TreeNode**\*** root**,** double target**,** int k**)** **{**

dfs**(**root**,** target**,** k**);**

vector**<**int**>** res**;**

**while** **(!**q**.**empty**())** **{**

res**.**push\_back**(**q**.**top**().**value**);**

q**.**pop**();**

**}**

**return** res**;**

**}**

private**:**

priority\_queue**<**node**>** q**;**

void dfs**(**TreeNode**\*** root**,** double target**,** int k**)** **{**

**if** **(!**root**)** **return;**

double sub **=** q**.**size**()** **<** k **?** numeric\_limits**<**double**>::**max**()**

**:** q**.**top**().**sub**;**

double a **=** fabs**(**target**-**root**->**val**);**

**if** **(**sub **>** a**)** **{**

q**.**push**({**a**,** root**->**val**});**

**if** **(**q**.**size**()** **>** k**)** q**.**pop**();**

**}**

**if** **(**q**.**size**()** **<** k **||** a **!=** q**.**top**().**sub **||** target **<** root**->**val**)**

dfs**(**root**->**left**,** target**,** k**);**

**if** **(**q**.**size**()** **<** k **||** a **!=** q**.**top**().**sub **||** target **>** root**->**val**)**

dfs**(**root**->**right**,** target**,** k**);**

**}**

**};**

### 273. Integer to English Words

Hard

Convert a non-negative integer to its english words representation. Given input is guaranteed to be less than 231 - 1.

**Example 1:**

**Input:** 123

**Output:** "One Hundred Twenty Three"

**Example 2:**

**Input:** 12345

**Output:** "Twelve Thousand Three Hundred Forty Five"

**Example 3:**

**Input:** 1234567

**Output:** "One Million Two Hundred Thirty Four Thousand Five Hundred Sixty Seven"

**Example 4:**

**Input:** 1234567891

**Output:** "One Billion Two Hundred Thirty Four Million Five Hundred Sixty Seven Thousand Eight Hundred Ninety One"

class Solution **{**

public**:**

string numberToWords**(**int num**)** **{**

**if** **(**num **==** 0**)** **return** "Zero"**;**

string s**[**3**]** **=** **{**"Billion"**,** "Million"**,** "Thousand"**},** res**;**

**for** **(**int i **=** 0**;** i **<=** 3**;** i**++)** **{**

int k **=** pow**(**10**,**9**-**3**\***i**),** t **=** num **/** k**;**

**if** **(**t **>** 0**)** **{**

read**(**t**,** res**);**

**if** **(**i **!=** 3**)** res **+=** s**[**i**]** **+** ' '**;**

**}**

num **%=** k**;**

**}**

res**.**erase**(**prev**(**res**.**end**()));**

**return** res**;**

**}**

private**:**

void read**(**int n**,** string **&**res**)** **{**

string a**[**10**]** **=** **{**""**,** ""**,** "Twenty"**,** "Thirty"**,** "Forty"**,** "Fifty"**,**

"Sixty"**,** "Seventy"**,** "Eighty"**,** "Ninety"**};**

string b**[**10**]** **=** **{**""**,** "One"**,** "Two"**,** "Three"**,** "Four"**,** "Five"**,**

"Six"**,** "Seven"**,** "Eight"**,** "Nine"**};**

string c**[**10**]** **=** **{**"Ten"**,** "Eleven"**,** "Twelve"**,** "Thirteen"**,** "Fourteen"**,**

"Fifteen"**,** "Sixteen"**,** "Seventeen"**,** "Eighteen"**,** "Nineteen"**};**

**if** **(**n**/**100 **>** 0**)** res **+=** b**[**n**/**100**]** **+** ' ' **+** "Hundred "**;**

n **%=** 100**;**

**if** **(**n**/**10 **==** 1**)** res **+=** c**[**n**-**10**]** **+** ' '**;**

**else** **{**

**if** **(**n**/**10**)** res **+=** a**[**n**/**10**]** **+** ' '**;**

**if** **(**n**%**10**)** res **+=** b**[**n**%**10**]** **+** ' '**;**

**}**

**}**

**};**

### 274. H-Index★★

Medium

Given an array of citations (each citation is a non-negative integer) of a researcher, write a function to compute the researcher's h-index.

According to the [definition of h-index on Wikipedia](https://en.wikipedia.org/wiki/H-index): "A scientist has index *h* if *h* of his/her *N* papers have **at least** *h* citations each, and the other *N − h* papers have **no more than** *h* citations each."

**Example:**

**Input:** citations = [3,0,6,1,5]

**Output:** 3

**Explanation:** [3,0,6,1,5] means the researcher has 5 papers in total and each of them had

received 3, 0, 6, 1, 5 citations respectively.

  Since the researcher has 3 papers with **at least** 3 citations each and the remaining

  two with **no more than** 3 citations each, her h-index is 3.

**Note:**If there are several possible values for *h*, the maximum one is taken as the h-index.

class Solution **{**

public**:**

int hIndex**(**vector**<**int**>&** citations**)** **{**

**}**

**};**

class Solution **{**

public**:**

int hIndex**(**vector**<**int**> &**citations**)** **{**

const int n **=** citations**.**size**();**

vector**<**int**>** buckets**(**n**+**1**,** 0**);**

**for (**int c **:** citations**)** **{**

**if (**c **>=** n**)** buckets**[**n**]++;**

**else** buckets**[**c**]++;**

**}**

int cnt **=** 0**;**

**for** **(**int i **=** n**;** i **>=** 0**;** i**--)** **{**

cnt **+=** buckets**[**i**];**

**if (**cnt **>=** i**)** **return** i**;**

**}**

**return** 0**;**

**}**

**};**

### 275. H-Index II

Medium

Given an array of citations **sorted in ascending order** (each citation is a non-negative integer) of a researcher, write a function to compute the researcher's h-index.

According to the [definition of h-index on Wikipedia](https://en.wikipedia.org/wiki/H-index): "A scientist has index *h* if *h* of his/her *N* papers have **at least** *h* citations each, and the other *N − h* papers have **no more than** *h*citations each."

**Example:**

**Input:** citations = [0,1,3,5,6]

**Output:** 3

**Explanation:** [0,1,3,5,6] means the researcher has 5 papers in total and each of them had

received 0, 1, 3, 5, 6 citations respectively.

  Since the researcher has 3 papers with **at least** 3 citations each and the remaining

  two with **no more than** 3 citations each, her h-index is 3.

**Note:**

If there are several possible values for *h*, the maximum one is taken as the h-index.

**Follow up:**

* This is a follow up problem to [H-Index](https://leetcode.com/problems/h-index/description/), where citations is now guaranteed to be sorted in ascending order.
* Could you solve it in logarithmic time complexity?

class Solution **{**

public**:**

int hIndex**(**vector**<**int**>&** citations**)** **{**

**}**

**};**

class Solution **{**

public**:**

int hIndex**(**vector**<**int**>&** citations**)** **{**

int n **=** citations**.**size**();**

**if** **(!**n /\*|| citations.back() < 1\*/**)** **return** 0**;**

int l **=** 0**,** r **=** n**;**

**while** **(**l **<** r**)** **{**

int mid **=** l **+** **(**r**-**l**)/**2**;**

**if** **(**citations**[**mid**]** **<** n**-**mid**)** l **=** mid**+**1**;**

**else** r **=** mid**;**

**}**

**return** n**-**l**;**

**}**

**};**

### 276. Paint Fence

There is a fence with n posts, each post can be painted with one of the k colors.

You have to paint all the posts such that no more than two adjacent fence posts have the same color.

Return the total number of ways you can paint the fence.

**Note:**  
n and k are non-negative integers.

**Example:**

**Input:** n = 3, k = 2

**Output:** 6

**Explanation:** Take c1 as color 1, c2 as color 2. All possible ways are:

  post1 post2 post3

----- ----- ----- -----

1 c1 c1 c2

  2 c1 c2 c1

  3 c1 c2 c2

  4 c2 c1 c1

5 c2 c1 c2

  6 c2 c2 c1

class Solution **{**

public**:**

int numWays**(**int n**,** int k**)** **{**

**}**

**};**

class Solution **{**

public**:**

int numWays**(**int n**,** int k**)** **{**

**if** **(**n **==** 0**)** **return** 0**;**

int f\_0 **=** 0**,** f\_1 **=** k**;**

// f\_0 = 前两次相同颜色\*(k-1) + 一次颜色相同\*(k-1);

// f\_1 = 一次颜色相同

**for** **(**int i **=** 1**;** i **<** n**;** i**++)** **{**

int temp **=** **(**f\_0 **+** f\_1**)** **\*** **(**k**-**1**);**

f\_0 **=** f\_1**;**

f\_1 **=** temp**;**

**}**

**return** f\_0 **+** f\_1**;**

**}**

**};**

### 277. Find the Celebrity★★

Suppose you are at a party with n people (labeled from 0 to n - 1) and among them, there may exist one celebrity. The definition of a celebrity is that all the other n - 1 people know him/her but he/she does not know any of them.

Now you want to find out who the celebrity is or verify that there is not one. The only thing you are allowed to do is to ask questions like: "Hi, A. Do you know B?" to get information of whether A knows B. You need to find out the celebrity (or verify there is not one) by asking as few questions as possible (in the asymptotic sense).

You are given a helper function bool knows(a, b) which tells you whether A knows B. Implement a function int findCelebrity(n). There will be exactly one celebrity if he/she is in the party. Return the celebrity's label if there is a celebrity in the party. If there is no celebrity, return -1.

**Example 1:**

![https://assets.leetcode.com/uploads/2019/02/02/277_example_1_bold.PNG](data:image/png;base64,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)

**Input:** graph = [

  [1,1,0],

  [0,1,0],

  [1,1,1]

]

**Output:** 1

**Explanation:** There are three persons labeled with 0, 1 and 2. graph[i][j] = 1 means person i knows person j, otherwise graph[i][j] = 0 means person i does not know person j. The celebrity is the person labeled as 1 because both 0 and 2 know him but 1 does not know anybody.

**Example 2:**
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**Input:** graph = [

  [1,0,1],

  [1,1,0],

  [0,1,1]

]

**Output:** -1

**Explanation:** There is no celebrity.

**Note:**

1. The directed graph is represented as an adjacency matrix, which is an n x n matrix where a[i][j] = 1 means person i knows person j while a[i][j] = 0 means the contrary.
2. Remember that you won't have direct access to the adjacency matrix.

// Forward declaration of the knows API.

bool knows(int a, int b);

class Solution {

private:

public:

int findCelebrity(int n) {

int left = 0, right = n - 1;

while (left < right) {

if (knows(left, right)) ++left;

else --right;

}

for (int i = 0; i < n; i ++) {

if (i != left && (!knows(i, left) || knows(left, i)))

return -1;

}

return left;

}

};

### 278. First Bad Version

Easy

You are a product manager and currently leading a team to develop a new product. Unfortunately, the latest version of your product fails the quality check. Since each version is developed based on the previous version, all the versions after a bad version are also bad.

Suppose you have n versions [1, 2, ..., n] and you want to find out the first bad one, which causes all the following ones to be bad.

You are given an API bool isBadVersion(version) which will return whether version is bad. Implement a function to find the first bad version. You should minimize the number of calls to the API.

**Example:**

Given n = 5, and version = 4 is the first bad version.

call isBadVersion(3) -> false

call isBadVersion(5) -> true

call isBadVersion(4) -> true

Then 4 is the first bad version.

// Forward declaration of isBadVersion API.

bool isBadVersion**(**int version**);**

class Solution **{**

public**:**

int firstBadVersion**(**int n**)** **{**

**}**

**};**

bool isBadVersion**(**int version**);**

class Solution **{**

public**:**

int firstBadVersion**(**int n**)** **{**

int l **=** 1**,** r **=** n**;**

**while** **(**l **<** r**)** **{**

int mid **=** l**+(**r**-**l**)/**2**;**

**if** **(**isBadVersion**(**mid**))** r **=** mid**;**

**else** l **=** mid**+**1**;**

**}**

**return** l**;**

**}**

**};**

### 279. Perfect Squares

Medium

Given a positive integer *n*, find the least number of perfect square numbers (for example, 1, 4, 9, 16, ...) which sum to *n*.

**Example 1:**

**Input:** *n* = 12

**Output:** 3

**Explanation:** 12 = 4 + 4 + 4.

**Example 2:**

**Input:** *n* = 13

**Output:** 2

**Explanation:** 13 = 4 + 9.

class Solution **{**

public**:**

int numSquares**(**int n**)** **{**

vector**<**int**>** dp**(**n**+**1**);**

**for** **(**int i **=** 1**;** i **<=** n**;** i**++)** **{**

dp**[**i**]** **=** i**;**

**for** **(**int j **=** 1**;** j**\***j **<=** i**;** j**++)** **{**

dp**[**i**]** **=** min**(**dp**[**i**],** dp**[**i**-**j**\***j**]+**1**);**

**}**

**}**

**return** dp**[**n**];**

**}**

**};**

### 280. Wiggle Sort

Given an unsorted array nums, reorder it **in-place** such that nums[0] <= nums[1] >= nums[2] <= nums[3]....

**Example:**

**Input:** nums = [3,5,2,1,6,4]

**Output:** One possible answer is [3,5,1,6,2,4]

class Solution **{**

public**:**

void wiggleSort**(**vector**<**int**>** **&**nums**)** **{**

int n **=** nums**.**size**();**

**if** **(**n **<=** 1**)** **return;**

**for** **(**int i **=** 1**;** i **<** n**;** **++**i**)** **{**

**if** **(**i**%**2 **&&** nums**[**i**]** **<** nums**[**i**-**1**]** **||** **!(**i**%**2**)** **&&** nums**[**i**]** **>** nums**[**i**-**1**])** **{**

swap**(**nums**[**i**],** nums**[**i**-**1**]);**

**}**

**}**

**}**

**};**

### 281. Zigzag Iterator

Given two 1d vectors, implement an iterator to return their elements alternately.

**Example:**

**Input:**

v1 = [1,2]

v2 = [3,4,5,6]

**Output:** [1,3,2,4,5,6]

**Explanation:** By calling *next* repeatedly until *hasNext* returns false,

  the order of elements returned by *next* should be: [1,3,2,4,5,6].

**Follow up**: What if you are given k 1d vectors? How well can your code be extended to such cases?

**Clarification for the follow up question:**  
The "Zigzag" order is not clearly defined and is ambiguous for k > 2 cases. If "Zigzag" does not look right to you, replace "Zigzag" with "Cyclic". For example:

**Input:**

[1,2,3]

[4,5,6,7]

[8,9]

**Output:** [1,4,8,2,5,9,3,6,7].

class ZigzagIterator **{**

public**:**

ZigzagIterator**(**vector**<**int**>&** v1**,** vector**<**int**>&** v2**)** **{**

**if** **(!**v1**.**empty**())** q**.**emplace\_back**(**v1**.**begin**(),** v1**.**end**());**

**if** **(!**v2**.**empty**())** q**.**emplace\_back**(**v2**.**begin**(),** v2**.**end**());**

**}**

int next**()** **{**

auto **[**it**,** end**]** **=** q**.**front**();**

q**.**pop**();**

int res **=** **\***it**++;**

**if** **(**it **!=** end**)** q**.**emplace\_back**(**it**,** end**);**

**return** res**;**

**}**

bool hasNext**()** **{**

**return** **!**q**.**empty**();**

**}**

private**:**

queue**<**pair**<**vector**<**int**>::**iterator**,** vector**<**int**>::**iterator**>>** q**;**

**};**

### 282. Expression Add Operators★★

Hard

Given a string that contains only digits 0-9 and a target value, return all possibilities to add **binary** operators (not unary) +, -, or \* between the digits so they evaluate to the target value.

**Example 1:**

**Input:** *num* = "123", *target* = 6

**Output:** ["1+2+3", "1\*2\*3"]

**Example 2:**

**Input:** *num* = "232", *target* = 8

**Output:** ["2\*3+2", "2+3\*2"]

**Example 3:**

**Input:** *num* = "105", *target* = 5

**Output:** ["1\*0+5","10-5"]

**Example 4:**

**Input:** *num* = "00", *target* = 0

**Output:** ["0+0", "0-0", "0\*0"]

**Example 5:**

**Input:** *num* = "3456237490", *target* = 9191

**Output:** []

class Solution **{**

public**:**

vector**<**string**>** addOperators**(**string num**,** int target**)** **{**

**}**

**};**

class Solution **{**

public**:**

vector**<**string**>** addOperators**(**string num**,** int target**)** **{**

**if** **(**num**.**empty**())** **return** **{};**

string expr**(**num**.**size**()\***2**,** '\0'**);**

**this->**num **=** num**;**

**this->**target **=** target**;**

dfs**(**0**,** expr**,** 0**,** 0**,** 0**);**

**return** res**;**

**}**

private**:**

string num**;**

int target**;**

vector**<**string**>** res**;**

void dfs**(**int pos**,** string **&**expr**,** int len**,** long prev**,** long cur**)** **{**

**if** **(**pos **==** num**.**size**())** **{**

**if** **(**cur **==** target**)** res**.**push\_back**(**expr**.**substr**(**0**,** len**));**

**return;**

**}**

long n **=** 0**;**

int start **=** pos**;**

int l **=** len**;**

**if** **(**start **!=** 0**)** **++**len**;** // leave the place for operator

**while** **(**pos **<** num**.**size**())** **{**

n **=** 10**\***n **+** num**[**pos**]-**'0'**;**

**if** **(**num**[**start**]** **==** '0' **&&** pos **>** start**)** **break;**

expr**[**len**++]** **=** num**[**pos**++];**

**if** **(**start **==** 0**)** dfs**(**pos**,** expr**,** len**,** n**,** n**);**

**else** **{**

expr**[**l**]** **=** '+'**;;**

dfs**(**pos**,** expr**,** len**,** n**,** cur**+**n**);**

expr**[**l**]** **=** '-'**;**

dfs**(**pos**,** expr**,** len**,** **-**n**,** cur**-**n**);**

expr**[**l**]** **=** '\*'**;**

dfs**(**pos**,** expr**,** len**,** prev**\***n**,** cur**-**prev**+**prev**\***n**);**

**}**

**}**

**}**

**};**

### 283. Move Zeroes

Easy

Given an array nums, write a function to move all 0's to the end of it while maintaining the relative order of the non-zero elements.

**Example:**

**Input:** [0,1,0,3,12]

**Output:** [1,3,12,0,0]

**Note**:

1. You must do this **in-place** without making a copy of the array.
2. Minimize the total number of operations.

class Solution **{**

public**:**

void moveZeroes**(**vector**<**int**>&** nums**)** **{**

int cnt **=** 0**,** n **=** nums**.**size**();**

**for** **(**int i **=** 0**;** i **<** n**;** i**++)** **{**

**if** **(**nums**[**i**]** **!=** 0**)** **{**

nums**[**cnt**++]** **=** nums**[**i**];**

**}**

**}**

**while** **(**cnt **<** n**)** nums**[**cnt**++]** **=** 0**;**

**}**

**};**

### 284. Peeking Iterator

Medium

Given an Iterator class interface with methods: next() and hasNext(), design and implement a PeekingIterator that support the peek() operation -- it essentially peek() at the element that will be returned by the next call to next().

**Example:**

Assume that the iterator is initialized to the beginning of the list: **[1,2,3]**.

Call **next()** gets you **1**, the first element in the list.

Now you call **peek()** and it returns **2**, the next element. Calling **next()** after that ***still*** return **2**.

You call **next()** the final time and it returns **3**, the last element.

Calling **hasNext()** after that should return **false**.

**Follow up**: How would you extend your design to be generic and work with all types, not just integer?

class Iterator **{**

struct Data**;**

Data**\*** data**;**

public**:**

Iterator**(**const vector**<**int**>&** nums**);**

Iterator**(**const Iterator**&** iter**);**

virtual **~**Iterator**();**

int next**();**

bool hasNext**()** const**;**

**};**

class PeekingIterator **:** public Iterator **{**

public**:**

PeekingIterator**(**const vector**<**int**>&** nums**):**Iterator**(**nums**)** **{}**

int peek**()** **{**

//return Iterator(\*this).next();

**if** **(**isPeek**)** **return** next\_element**;**

isPeek **=** **true;**

**return** next\_element **=** Iterator**::**next**();**

**}**

int next**()** **{**

**if** **(**isPeek**)** **{**

isPeek **=** **false;**

**return** next\_element**;**

**}**

**else** **return** Iterator**::**next**();**

**}**

bool hasNext**()** const **{**

**if** **(**isPeek**)** **return** **true;**

**else** **return** Iterator**::**hasNext**();**

**}**

private**:**

bool isPeek = **false;**

int next\_element**;**

**};**

### 285. Inorder Successor in BST

Given a binary search tree and a node in it, find the in-order successor of that node in the BST.

The successor of a node p is the node with the smallest key greater than p.val.

**Example 1:**

![https://assets.leetcode.com/uploads/2019/01/23/285_example_1.PNG](data:image/png;base64,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)

**Input:** root = [2,1,3], p = 1

**Output:** 2

**Explanation:** 1's in-order successor node is 2. Note that both p and the return value is of TreeNode type.

**Example 2:**

![https://assets.leetcode.com/uploads/2019/01/23/285_example_2.PNG](data:image/png;base64,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)

**Input:** root = [5,3,6,2,4,null,null,1], p = 6

**Output:** null

**Explanation:** There is no in-order successor of the current node, so the answer is null.

**Note:**

1. If the given node has no in-order successor in the tree, return null.
2. It's guaranteed that the values of the tree are unique.

/\*\*

\* Definition for a binary tree node.

\* struct TreeNode {

\* int val;

\* TreeNode \*left;

\* TreeNode \*right;

\* TreeNode(int x) : val(x), left(NULL), right(NULL) {}

\* };

\*/

class Solution {

public:

TreeNode\* inorderSuccessor(TreeNode\* root, TreeNode\* p) {

if (!root) return nullptr;

if (root->val > p->val) {

auto q = inorderSuccessor(root->left, p);

return q ? q : root;

}

else {

return inorderSuccessor(root->right, p);

}

}

};

### 286. Walls and Gates

You are given a *m x n* 2D grid initialized with these three possible values.

1. -1 - A wall or an obstacle.
2. 0 - A gate.
3. INF - Infinity means an empty room. We use the value 231 - 1 = 2147483647 to represent INF as you may assume that the distance to a gate is less than 2147483647.

Fill each empty room with the distance to its *nearest* gate. If it is impossible to reach a gate, it should be filled with INF.

**Example:**

Given the 2D grid:

INF -1 0 INF

INF INF INF -1

INF -1 INF -1

0 -1 INF INF

After running your function, the 2D grid should be:

3 -1 0 1

2 2 1 -1

1 -1 2 -1

0 -1 3 4

class Solution **{**

public**:**

void wallsAndGates**(**vector**<**vector**<**int**>>&** rooms**)** **{**

**if** **(**rooms**.**empty**())** **return;**

n **=** rooms**.**size**(),** m **=** rooms**[**0**].**size**();**

**for** **(**int i **=** 0**;** i **<** n**;** i**++)** **{**

**for** **(**int j **=** 0**;** j **<** m**;** j**++)** **{**

**if** **(**rooms**[**i**][**j**]** **==** 0**)** dfs**(**i**,** j**,** 0**,** rooms**);**

**}**

**}**

**}**

private**:**

int n**,** m**;**

vector**<**int**>** dx**{**0**,**0**,-**1**,**1**};**

vector**<**int**>** dy**{-**1**,**1**,**0**,**0**};**

void dfs**(**int x**,** int y**,** int cnt**,** vector**<**vector**<**int**>>** **&**rooms**)** **{**

**for** **(**int k **=** 0**;** k **<** 4**;** k**++)** **{**

int xx **=** x **+** dx**[**k**],** yy **=** y **+** dy**[**k**];**

**if** **(**xx **>=** 0 **&&** yy **>=** 0 **&&** xx **<** n **&&** yy **<** m **&&** rooms**[**xx**][**yy**]** **>** 0**)** **{**

**if** **(**rooms**[**xx**][**yy**]** **>** cnt**+**1**)** **{**

dfs**(**xx**,** yy**,** rooms**[**xx**][**yy**]** **=** cnt**+**1**,** rooms**);**

**}**

**}**

**}**

**}**

**};**

### 287. Find the Duplicate Number★★

Medium

Given an array *nums* containing *n* + 1 integers where each integer is between 1 and *n* (inclusive), prove that at least one duplicate number must exist. Assume that there is only one duplicate number, find the duplicate one.

**Example 1:**

**Input:** [1,3,4,2,2]

**Output:** 2

**Example 2:**

**Input:** [3,1,3,4,2]

**Output:** 3

**Note:**

1. You **must not** modify the array (assume the array is read only).
2. You must use only constant, *O*(1) extra space.
3. Your runtime complexity should be less than *O*(*n*2).
4. There is only one duplicate number in the array, but it could be repeated more than once.

class Solution **{**

public**:**

int findDuplicate**(**vector**<**int**>&** nums**)** **{**

**}**

**};**

class Solution **{**

public**:**

int findDuplicate**(**vector**<**int**>&** nums**)** **{**

int slow **=** 0**,** fast **=** 0**;**

**while** **(**1**)** **{**

slow **=** nums**[**slow**];**

fast **=** nums**[**nums**[**fast**]];**

**if** **(**slow **==** fast**)** **break;**

**}**

fast **=** 0**;**

**while** **(**1**)** **{**

slow **=** nums**[**slow**];**

fast **=** nums**[**fast**];**

**if** **(**slow **==** fast**)** **return** slow**;**

**}**

**}**

**};**

### 288. Unique Word Abbreviation

An abbreviation of a word follows the form <first letter><number><last letter>. Below are some examples of word abbreviations:

a) it --> it (no abbreviation)

1

↓

b) d|o|g --> d1g

1 1 1

1---5----0----5--8

↓ ↓ ↓ ↓ ↓

c) i|nternationalizatio|n --> i18n

1

1---5----0

  ↓ ↓ ↓

d) l|ocalizatio|n --> l10n

Assume you have a dictionary and given a word, find whether its abbreviation is unique in the dictionary. A word's abbreviation is unique if no *other* word from the dictionary has the same abbreviation.

**Example:**

Given dictionary = [ "deer", "door", "cake", "card" ]

isUnique("dear") -> false

isUnique("cart") -> true

isUnique("cane") -> false

isUnique("make") -> true

class ValidWordAbbr **{**

public**:**

ValidWordAbbr**(**vector**<**string**>&** dictionary**)** **{**

**for(**auto **&**s **:** dictionary**)** **{**

string a **=** s**[**0**]** **+** to\_string**(**s**.**length**()-**2**)** **+** s**.**back**();**

**if** **(**m**.**count**(**a**)** **&&** m**[**a**]** **!=** s**)** m**[**a**]** **=** ""**;**

**else** m**[**a**]** **=** s**;**

**}**

**}**

bool isUnique**(**string word**)** **{**

string s **=** word**[**0**]** **+** to\_string**(**word**.**length**()-**2**)** **+** word**.**back**();**

**return** **!**m**.**count**(**s**)** **||** m**[**s**]** **==** word**;**

**}**

private**:**

unordered\_map**<**string**,** string**>** m**;**

**};**

### 289. Game of Life

Medium

According to the [Wikipedia's article](https://en.wikipedia.org/wiki/Conway%27s_Game_of_Life): "The **Game of Life**, also known simply as **Life**, is a cellular automaton devised by the British mathematician John Horton Conway in 1970."

Given a *board* with *m* by *n* cells, each cell has an initial state *live* (1) or *dead* (0). Each cell interacts with its [eight neighbors](https://en.wikipedia.org/wiki/Moore_neighborhood) (horizontal, vertical, diagonal) using the following four rules (taken from the above Wikipedia article):

1. Any live cell with fewer than two live neighbors dies, as if caused by under-population.
2. Any live cell with two or three live neighbors lives on to the next generation.
3. Any live cell with more than three live neighbors dies, as if by over-population..
4. Any dead cell with exactly three live neighbors becomes a live cell, as if by reproduction.

Write a function to compute the next state (after one update) of the board given its current state. The next state is created by applying the above rules simultaneously to every cell in the current state, where births and deaths occur simultaneously.

**Example:**

**Input:**

[ [0,1,0],

  [0,0,1],

  [1,1,1],

  [0,0,0]]

**Output:**

[ [0,0,0],

  [1,0,1],

  [0,1,1],

  [0,1,0]]

**Follow up**:

1. Could you solve it in-place? Remember that the board needs to be updated at the same time: You cannot update some cells first and then use their updated values to update other cells.
2. In this question, we represent the board using a 2D array. In principle, the board is infinite, which would cause problems when the active area encroaches the border of the array. How would you address these problems?

// 2 live -> dead

// -1 dead-> live

// 1 live -> live

// 0 dead -> dead

class Solution **{**

public**:**

int n**,** m**;**

const int dx**[**8**]** **=** **{**1**,**1**,**1**,**0**,**0**,-**1**,-**1**,-**1**};**

const int dy**[**8**]** **=** **{**1**,**0**,-**1**,**1**,-**1**,**1**,**0**,-**1**};**

bool inside**(**int x**,** int y**){**

**return** **(**x **>=** 0 **&&** x **<** n **&&** y **>=** 0 **&&** y **<** m**);**

**}**

void gameOfLife**(**vector**<**vector**<**int**>>&** board**)** **{**

n **=** board**.**size**(),** m **=** board**[**0**].**size**();**

**for** **(**int i **=** 0**;** i **<** n**;** i**++)** **{**

**for** **(**int j **=** 0**;** j **<** m**;** j**++)** **{**

int cnt **=** 0**;**

**for** **(**int k **=** 0**;** k **<** 8**;** k**++){**

int x **=** i**+**dx**[**k**],** y **=** j**+**dy**[**k**];**

**if (**inside**(**x**,** y**)** **&&** board**[**x**][**y**]** **>** 0**)** cnt**++;**

**}**

**if** **(**board**[**i**][**j**]** **>** 0**)** board**[**i**][**j**] = (**cnt **<** 2 **||** cnt **>** 3**)** **?** 2 **:**1**;**

**else** board**[**i**][**j**]** **=** **(**cnt **==** 3**)** **?** **-**1 **:** 0**;**

**}**

**}**

**for** **(**int i **=** 0**;** i **<** n**;** i**++)** **{**

**for** **(**int j **=** 0**;** j **<** m**;** j**++){**

board**[**i**][**j**]** **=** **(**board**[**i**][**j**]** **==** 2 **||** board**[**i**][**j**]** **==** 0**)** **?** 0 **:** 1**;**

**}**

**}**

**}**

**};**

### 290. Word Pattern

Easy

Given a pattern and a string str, find if str follows the same pattern.

Here **follow** means a full match, such that there is a bijection between a letter in pattern and a **non-empty** word in str.

**Example 1:**

**Input:** pattern = "abba", str = "dog cat cat dog"

**Output:** true

**Example 2:**

**Input:**pattern = "abba", str = "dog cat cat fish"

**Output:** false

**Example 3:**

**Input:** pattern = "aaaa", str = "dog cat cat dog"

**Output:** false

**Example 4:**

**Input:** pattern = "abba", str = "dog dog dog dog"

**Output:** false

**Notes:**  
You may assume pattern contains only lowercase letters, and str contains lowercase letters separated by a single space.

class Solution **{**

public**:**

bool wordPattern**(**string pattern**,** string str**)** **{**

**}**

**};**

class Solution **{**

public**:**

bool wordPattern**(**string pattern**,** string str**)** **{**

stringstream ss**(**str**),** sss**(**pattern**);**

int cnt **=** 0**;**

char c**;**

unordered\_map**<**char**,** int**>** m1**;**

unordered\_map**<**string**,** int**>** m2**;**

**while** **(**ss **>>** str**)** **{**

**if (!(**sss **>>** c**))** **return** **false;**

**if (**m2**[**str**]** **!=** m1**[**c**])** **return** **false;**

m1**[**c**]** **=** m2**[**str**]** **=** **++**cnt**;**

**}**

**return** !(sss **>>** c)**;**

**}**

**};**

### 291. Word Pattern II

Given a pattern and a string str, find if str follows the same pattern.

Here **follow** means a full match, such that there is a bijection between a letter in pattern and a **non-empty** substring in str.

**Example 1:**

**Input:** pattern = "abab", str = "redblueredblue"

**Output:** true

**Example 2:**

**Input:** pattern = pattern = "aaaa", str = "asdasdasdasd"

**Output:** true

**Example 3:**

**Input:** pattern = "aabb", str = "xyzabcxzyabc"

**Output:** false

**Notes:**  
You may assume both pattern and str contains only lowercase letters.

class Solution {

public:

bool wordPatternMatch(string pattern, string str) {

v.resize(26, "");

return dfs(0, pattern.size(), 0, str.size(), pattern, str);

}

private:

vector<string> v;

unordered\_set<string> myset;

bool dfs(int i, int n, int j, int m, string &pattern, string &str) {

if (i == n || j == m) {

return i == n && j == m;

}

int c = pattern[i] - 'a';

if (v[c] != "") {

int len = v[c].size();

if (m-j < len || str.substr(j, len) != v[c]) return false;

return dfs(i+1, n, j+len, m, pattern, str);

}

for (int k = j+1; k <= m; ++k) {

v[c] = str.substr(j, k-j);

if (myset.count(v[c])) continue;

myset.insert(v[c]);

if (dfs(i+1, n, k, m, pattern, str)) return true;

myset.erase(v[c]);

}

v[c] = "";

return false;

}

};

### 292. Nim Game

Easy

You are playing the following Nim Game with your friend: There is a heap of stones on the table, each time one of you take turns to remove 1 to 3 stones. The one who removes the last stone will be the winner. You will take the first turn to remove the stones.

Both of you are very clever and have optimal strategies for the game. Write a function to determine whether you can win the game given the number of stones in the heap.

**Example:**

**Input:** 4

**Output:** false

**Explanation:** If there are 4 stones in the heap, then you will never win the game;

  No matter 1, 2, or 3 stones you remove, the last stone will always be

  removed by your friend.

class Solution **{**

public**:**

bool canWinNim**(**int n**)** **{**

**return** n**%**4 **!=** 0**;**

**}**

**};**

### 293. Flip Game

You are playing the following Flip Game with your friend: Given a string that contains only these two characters: + and -, you and your friend take turns to flip two **consecutive** "++" into "--". The game ends when a person can no longer make a move and therefore the other person will be the winner.

Write a function to compute all possible states of the string after one valid move.

**Example:**

**Input:** s = "++++"

**Output:**

[

"--++",

"+--+",

"++--"

]

**Note:** If there is no valid move, return an empty list [].

class Solution **{**

public**:**

vector**<**string**>** generatePossibleNextMoves**(**string s**)** **{**

**}**

**};**

class Solution **{**

public**:**

vector**<**string**>** generatePossibleNextMoves**(**string s**)** **{**

vector**<**string**>** res**;**

**for** **(**int i **=** s**.**length**()-**1**;** i **>** 0**;** i**--)** **{**

**if** **(**s**[**i**]** **==** '+' **&&** s**[**i**-**1**]** **==** '+'**)** **{**

string t **=** s**;**

t**[**i**]** **=** t**[**i**-**1**]** **=** '-'**;**

res**.**push\_back**(**t**);**

**}**

**}**

**return** res**;**

**}**

**};**

### 294. Flip Game II

You are playing the following Flip Game with your friend: Given a string that contains only these two characters: + and -, you and your friend take turns to flip two **consecutive** "++" into "--". The game ends when a person can no longer make a move and therefore the other person will be the winner.

Write a function to determine if the starting player can guarantee a win.

**Example:**

**Input:** s = "++++"

**Output:** true

**Explanation:** The starting player can guarantee a win by flipping the middle "++" to become "+--+".

**Follow up:**  
Derive your algorithm's runtime complexity.

class Solution **{**

public**:**

bool canWin**(**string s**)** **{**

**for** **(**int i **=** s**.**length**()-**1**;** i **>** 0**;** i**--)** **{**

**if** **(**s**[**i**]** **==** '+' **&&** s**[**i**-**1**]** **==** '+'**)** **{**

string t **=** s**.**substr**(**0**,** i**-**1**)** **+** "--" **+** s**.**substr**(**i**+**1**);**

**if** **(!**canWin**(**t**))** **return** **true;**

**}**

**}**

**return** **false;**

**}**

**};**

### 295. Find Median from Data Stream★★

Hard

Median is the middle value in an ordered integer list. If the size of the list is even, there is no middle value. So the median is the mean of the two middle value.

For example,

[2,3,4], the median is 3

[2,3], the median is (2 + 3) / 2 = 2.5

Design a data structure that supports the following two operations:

* void addNum(int num) - Add a integer number from the data stream to the data structure.
* double findMedian() - Return the median of all elements so far.

**Example:**

addNum(1)

addNum(2)

findMedian() -> 1.5

addNum(3)

findMedian() -> 2

**Follow up:**

1. If all integer numbers from the stream are between 0 and 100, how would you optimize it?
2. If 99% of all integer numbers from the stream are between 0 and 100, how would you optimize it?

class MedianFinder {

    priority\_queue<long> small, large;

public:

    void addNum(int num) {

        small.push(num);

        large.push(-small.top());

        small.pop();

        if (small.size() < large.size()) {

            small.push(-large.top());

            large.pop();

        }

    }

    double findMedian() {

        if (small.size() > large.size()) return small.top();

        else return (small.top() - large.top()) / 2.0;

    }

};

class MedianFinder {

    multiset<int> data;

    multiset<int>::iterator mid;

public:

    MedianFinder() {}

    void addNum(int num) {

        const int n = data.size();

        data.insert(num);

        if (!n)                              // first element inserted

            mid = data.begin();

        else if (num < \*mid)                 // median is decreased

            mid = (n & 1 ? prev(mid) : mid);

        else                                 // median is increased

            mid = (n & 1 ? mid : next(mid));

    }

    double findMedian() {

        const int n = data.size();

        return ((double) \*mid + \*next(mid, (n+1) % 2)) \* 0.5;

    }

};

### 296. Best Meeting Point★★

A group of two or more people wants to meet and minimize the total travel distance. You are given a 2D grid of values 0 or 1, where each 1 marks the home of someone in the group. The distance is calculated using [Manhattan Distance](http://en.wikipedia.org/wiki/Taxicab_geometry), where distance(p1, p2) = |p2.x - p1.x| + |p2.y - p1.y|.

**Example:**

**Input:**

1 - 0 - 0 - 0 - 1

| | | | |

0 - 0 - 0 - 0 - 0

| | | | |

0 - 0 - 1 - 0 - 0

**Output: 6**

**Explanation:** Given three people living at (0,0), (0,4), and (2,2):

  The point (0,2) is an ideal meeting point, as the total travel distance

  of 2+2+2=6 is minimal. So return 6.

class Solution **{**

public**:**

int minTotalDistance**(**vector**<**vector**<**int**>>&** grid**)** **{**

vector**<**int**>** rows**,** cols**;**

int n **=** grid**.**size**(),** m **=** grid**[**0**].**size**();**

**for** **(**int i **=** 0**;** i **<** n**;** **++**i**)** **{**

**for** **(**int j **=** 0**;** j **<** m**;** **++**j**)** **{**

**if** **(**grid**[**i**][**j**]** **==** 1**)** **{**

rows**.**push\_back**(**i**);**

cols**.**push\_back**(**j**);**

**}**

**}**

**}**

sort**(**cols**.**begin**(),** cols**.**end**());**

//row 已经排序好了

int res **=** 0**,** i **=** 0**,** j **=** rows**.**size**()** **-** 1**;**

**while** **(**i **<** j**)** res **+=** rows**[**j**]** **-** rows**[**i**]** **+** cols**[**j**--]** **-** cols**[**i**++];**

**return** res**;**

**}**

**};**

### 297. Serialize and Deserialize Binary Tree★★

Hard

Serialization is the process of converting a data structure or object into a sequence of bits so that it can be stored in a file or memory buffer, or transmitted across a network connection link to be reconstructed later in the same or another computer environment.

Design an algorithm to serialize and deserialize a binary tree. There is no restriction on how your serialization/deserialization algorithm should work. You just need to ensure that a binary tree can be serialized to a string and this string can be deserialized to the original tree structure.

**Example:**

You may serialize the following tree:

1

/ \

2 3

/ \

4 5

as "[1,2,3,null,null,4,5]"

**Clarification:** The above format is the same as [how LeetCode serializes a binary tree](https://leetcode.com/faq/#binary-tree). You do not necessarily need to follow this format, so please be creative and come up with different approaches yourself.

**Note:**Do not use class member/global/static variables to store states. Your serialize and deserialize algorithms should be stateless.

/\*\*

\* Definition for a binary tree node.

\* struct TreeNode {

\* int val;

\* TreeNode \*left;

\* TreeNode \*right;

\* TreeNode(int x) : val(x), left(NULL), right(NULL) {}

\* };

\*/

class Codec **{**

public**:**

string serialize**(**TreeNode **\***root**)** **{**

ostringstream out**;**

serialize**(**root**,** out**);**

**return** out**.**str**();**

**}**

TreeNode **\***deserialize**(**string data**)** **{**

istringstream in**(**data**);**

**return** deserialize**(**in**);**

**}**

private**:**

void serialize**(**TreeNode **\***root**,** ostringstream **&**out**)** **{**

**if** **(!**root**)** **{**

out **<<** "# "**;**

**return;**

**}**

out **<<** root**->**val **<<** ' '**;**

serialize**(**root**->**left**,** out**);**

serialize**(**root**->**right**,** out**);**

**}**

TreeNode**\*** deserialize**(**istringstream **&**in**)** **{**

string val**;**

in **>>** val**;**

**if** **(**val **==** "#"**)** **return** **nullptr;**

TreeNode**\*** root **=** **new** TreeNode**(**stoi**(**val**));**

root**->**left **=** deserialize**(**in**);**

root**->**right **=** deserialize**(**in**);**

**return** root**;**

**}**

**};**

### 298. Binary Tree Longest Consecutive Sequence

Given a binary tree, find the length of the longest consecutive sequence path.

The path refers to any sequence of nodes from some starting node to any node in the tree along the parent-child connections. The longest consecutive path need to be from parent to child (cannot be the reverse).

**Example 1:**

**Input:**

1

\

3

/ \

2 4

\

5

**Output:** 3

**Explanation:** Longest consecutive sequence path is 3-4-5, so return 3.

**Example 2:**

**Input:**

2

\

3

/

2

/

1

**Output: 2**

**Explanation:** Longest consecutive sequence path is 2-3, not 3-2-1, so return 2.

class Solution **{**

public**:**

int longestConsecutive**(**TreeNode**\*** root**)** **{**

**}**

**};**

class Solution **{**

public**:**

int longestConsecutive**(**TreeNode**\*** root**)** **{**

**if** **(!**root**)** **return** 0**;**

dfs**(**root**,** root**->**val**,** 0**);**

**return** res**;**

**}**

private**:**

int res **=** 0**;**

void dfs**(**TreeNode **\***root**,** int pre**,** int len**)** **{**

**if** **(!**root**)** **return;**

res **=** max**(**res**,** len **=** **(**root**->**val **==** pre **+** 1**)** **?** len**+**1 **:** 1**);**

dfs**(**root**->**left**,** root**->**val**,** len**);**

dfs**(**root**->**right**,** root**->**val**,** len**);**

**}**

**};**

### 299. Bulls and Cows

Medium

You are playing the following [Bulls and Cows](https://en.wikipedia.org/wiki/Bulls_and_Cows) game with your friend: You write down a number and ask your friend to guess what the number is. Each time your friend makes a guess, you provide a hint that indicates how many digits in said guess match your secret number exactly in both digit and position (called "bulls") and how many digits match the secret number but locate in the wrong position (called "cows"). Your friend will use successive guesses and hints to eventually derive the secret number.

Write a function to return a hint according to the secret number and friend's guess, use A to indicate the bulls and B to indicate the cows.

Please note that both secret number and friend's guess may contain duplicate digits.

**Example 1:**

**Input:** secret = "1807", guess = "7810"

**Output:** "1A3B"

**Explanation:** 1 bull and 3 cows. The bull is 8, the cows are 0, 1 and 7.

**Example 2:**

**Input:** secret = "1123", guess = "0111"

**Output:** "1A1B"

**Explanation:** The 1st 1 in friend's guess is a bull, the 2nd or 3rd 1 is a cow.

**Note:** You may assume that the secret number and your friend's guess only contain digits, and their lengths are always equal.

class Solution **{**

public**:**

string getHint**(**string secret**,** string guess**)** **{**

**}**

**};**

class Solution **{**

public**:**

string getHint**(**string secret**,** string guess**)** **{**

int m**[**256**]** **=** **{**0**};**

int bulls **=** 0**,** sum **=** 0**,** sz **=** guess**.**size**();**

**for** **(**auto **&**c **:** secret**)** m**[**c**]++;**

**for** **(**int i **=** 0**;** i **<** sz**;** **++**i**)** **{**

**if** **(**secret**[**i**]** **==** guess**[**i**])** bulls**++;**

**if** **(**m**[**guess**[**i**]])** **{**

sum**++;**

m**[**guess**[**i**]]--;**

**}**

**}**

**return** to\_string**(**bulls**)** **+** "A" **+** to\_string**(**sum**-**bulls**)** **+** "B"**;**

**}**

**};**

### 300. Longest Increasing Subsequence★★

Medium

Given an unsorted array of integers, find the length of longest increasing subsequence.

**Example:**

**Input:** [10,9,2,5,3,7,101,18]

**Output:** 4

**Explanation:** The longest increasing subsequence is [2,3,7,101], therefore the length is 4.

**Note:**

* There may be more than one LIS combination, it is only necessary for you to return the length.
* Your algorithm should run in O(*n2*) complexity.

**Follow up:** Could you improve it to O(*n* log *n*) time complexity?

class Solution **{**

public**:**

int lengthOfLIS**(**vector**<**int**>&** nums**)** **{**

**}**

**};**

///////////////////////////////////////////////// O(*n^2*)/////////////////////////////////////////////////

class Solution **{**

public**:**

int lengthOfLIS**(**vector**<**int**>&** nums**)** **{**

**if** **(**nums**.**empty**())** **return** 0**;**

int n **=** nums**.**size**(),** res **=** 1**;**

vector**<**int**>** f**(**n**,** 1**);**

**for** **(**int i **=** 1**;** i **<** n**;** i**++)** **{**

**for** **(**int j **=** 0**;** j **<** i**;** j**++)** **{**

**if** **(**nums**[**i**]** **>** nums**[**j**])** **{**

f**[**i**]** **=** max**(**f**[**j**]+**1**,** f**[**i**]);**

res **=** max**(**res**,** f**[**i**]);**

**}**

**}**

**}**

**return** res**;**

**}**

**};**

////////////////////////////////////////////////////////O(*n* log *n*)///////////////////////////////////////////////////

//以res[i]结尾的最长LIS为i

class Solution **{**

public**:**

int lengthOfLIS**(**vector**<**int**>&** nums**)** **{**

vector**<**int**>** res**;**

**for** **(**auto **&**i **:** nums**)** **{**

auto it **=** lower\_bound**(**res**.**begin**(),** res**.**end**(),** i**);**

**if** **(**it **==** res**.**end**())** res**.**push\_back**(**i**);**

**else** **\***it **=** i**;**

**}**

**return** res**.**size**();**

**}**

**};**